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Introduction:
Integrating The ISDK/Java

This chapter describes the methods for integrating the ScriptEase:| SDK/Java into your
application. Integration is comprised of three elements:

the JseContext,
method wrappers,
JseVariables.

All methods mentioned here are fully described in the API chapter.

Unpacking and installing ScriptEase:ISDK

The package you received consists of 3 basic parts: the ScriptEase:|SDK Interpreter jar,
the ScriptEase Standard Function Library source code, and miscellaneous samples and
source files required to support the interpreter engine. Refer to the file README.TXT on
the first installation disk for any last minute information and for more details on the
installation procedure.

Integration overview

Integrating the ScriptEase interpreter with your application is a matter of including the
necessary files with your application and creating the required interfaces. The interpreter
isinitialized with a call to jselnitializeExternalLink(), a static method of the Jselib object.
jselnitializeExternalLink() returns a JseContext object to be used throughout the scripting
session; its properties are set according to the parameters passed to
jselnitializeExternalLink(). These properties define the scripting session’s global
variables, functions, security, and operating parameters (such as error handling).

Although usually one JseContext is sufficient, you may use more than one JseContext to
create simultaneous and independent scripting sessions, with unique sets of global
variables and available functions.

For each method you want to make available, you must write a wrapper method that
converts variable types from JavaScript to Java and back. These methods must then be
assigned to the JseContext with calls to jseAddLibrary(). Nombas provides many sample
methods you can use or adapt to your needs; see the appendix for afull list.

Executing a script from within your application is done with asingle call to jselnterpret().
While you are interpreting a script, all of the wrapper methods it contains have been
registered with the interpreter and can be called directly from your Java code via
jseCallFunction(), an instance method of a JseContext object.

Introduction: Integrating The ISDK/Java 11



Initializing the ISDK

Y our application class must implement COM.Nombas,jse.lsdk.Jse. Thisimports all of the
constants you need to interact with the ISDK. Y ou can also implement some or al of the
following interfaces, depending on the needs of your application. Below are descriptions
of the functions you will need to write to complete these interfaces.

For example, your application object my be defined as:

Public class nyApplication inplenents Com Nonbas. j se. | sdk. Jse,
JseError Handl er
{

}
In the description for the JseErrorHandler interface (found immediately below), thereisa

sample implementation of the function required. Y ou could add a function similar to it to
your class definition above.

interface JseErrorHandler:

jseErrorMessageFunc will be called whenever the interpreter encounters an error
condition. Asindicated by its name, this function usually prints out an error message,
although this doesn’t have to be the case.

It requires two parameters, the relevant JseContext object and a string that describes the
error. (These parameters will be supplied by the system when it makes the call; what you
do with them is up to you.)

Here is an example of asimple jseErrorM essageFunc:

public void jseErrorMessageFunc(JseCont ext jsecontext,
String ErrorString)

{
Systemout.print("lInside jseLibErrorWiteln\n");
Systemout. print("\nJaval SDK Error Handl er Says: " +
ErrorString + "\n");
}

interface JseContinueFunction:

jseMayl ContinueFunc is called before the interpreter executes a script command. It
takes one parameter, the relevant JseContext. If jseMayl ContinueFunc returns true,
execution will continue as normal; if it returns false, the script will be terminated.

12 ScriptEase:ISDK/Java 4.10



Y ou can use this function:

to provide a debugging interface (use jsel ocateSource() to retrieve the name and line
number of the current location in the script being run),

as a callback monitoring function for your scripts,
to call multitasking tickler routines, or,
to check on external status such as the pressing of ctrl-C or break.

Note that including even a simple Continue function will slow execution noticeably,
so useit only if you really need to.

interface JseFileLocation:

jseFileFindFunc is called whenever the interpreter needs to open afile, taking a String
that is the path to the file to be opened. It determines whether the file is safe to open,
returning the full path to thefileif itisand null if it isnot. If thefileis not found, you can
specify some alternate action. It requires three parameters: the relevant JseContext, a
String containing the file specification of the file the interpreter is trying to open, and a
boolean value. Thislast valueis set to trueif the file isincluded with a#link command;
otherwise, it's set to false.
public String jseFileFi ndFunc(JseCont ext jsecontext,

String Fil eSpec,

bool ean Fi ndLi nk)
If the interpreter is unable to find the file or is unable to open it, the function should
return null.

Note that these strings do not have to be filenames, but may be URLSs, decoded strings, or
anything else your application uses as a source. See jseToolkitAppl O below for the
interface used to read thesefiles.

interface JseToolkitApplOlnterface:

Implement this interface if your scripts will need to open files, whether as parametersto a
#include statement or as filenames passed to jselnterpret().

jseGetSour ce tells the interpreter how to open and read files for internal use. The action
performed depends on the third parameter, actionFlag, which will be one of the following
values: jseNewOpen, jseGetNext and jseClose.

jseNewOpen opens afile for reading; your function will return true if successful and
falseif not.

jseGetNext reads the next line of the file; your function will return true if successful and
falseif there are no more lines to read. The data read from the file must be stored in the
properties of the JseToolkitAppSource object passed in.

jseCloseis sent when thefile is ready to be closed; your function will return true if the
file was successfully closed and falseif not.

publ i c bool ean
j seCGet Sour ce(JseCont ext j secont ext,

Introduction: Integrating The ISDK/Java 13



JseTool ki t AppSour ce srcDesc,
int actionFlag);

Theinterpreter will initialize the JseToolkitAppSource object (the second parameter to
jseGetSourceFunc).

The JseT ool kitA ppSource object has the following methods you may use to access and
set its data:

getLineNumber()

Gets the line number of the line currently being read. Thisis most commonly used
when debugging and for creating error messages.

getName()

This method is used when actionFlag is jseNewOpen. It returns the filename of the
file that isto be opened.

getUserData()

Retrieves the object previously set in acall to setUserData(). This object is not used
by the interpreter; it is provided as storage for any external data needed for proper
interpretation and execution of the file. The object will be returned.

setCode(String)

This method is used by the toolkit application to set the next line of source code.
Thisis set by the toolkit application when actionFlag is jseGetNext and

JseFilel ocation.jseFileFindFunc returns true. string will be the next line of codein
the file being read.

setLineNumber(int)

Sets line number used by API for debugging and error messages. The line number is
automatically incremented each time JseFilel ocation.jseFileFindFunc is called; this
function need only be called when line numbers are skipped to ensure that the line
number returned by error messages corresponds to the correct line.

setUserData(Object)

Set a generic object for use by the toolkit application. The ISDK core ignores this
value; it is provided as a place to store any data that will be needed for the correct
interpretation and execution of the file. To access the object, use the getUserData()
method.

The JseExternalLinkParameters object

The properties of this object determine how the interpreter will handle variables and other
aspects of the scripting session. It has two properties: jseSecureCode, and an options flag.

jseSecur eCode is the path and filename of the script that handles the security for the

14 ScriptEase:ISDK/Java 4.10



session. ThisisaJavaScript file, so it may be easily edited if you need to do so. The
format of this script is described later in this chapter.

The other property of a JseExternalLinkParameters object consists of one or more of the
following values or’ d together:

jseDefault is adefault value (equivaent to 0) you can use if you don’t wish to specify
any of the optional behaviors. Y ou may use this value anywhere that requires flagsto
indicate that the default values should be used.

Default_C_Behavior determines how the interpreter handles variables and arrays. If this
value isincluded in the options parameter, variables and arrays will be treated as they are
in C: variables are passed by reference rather than by value, and array arithmeticis
possible. All functions will behave as if they had been declared with the cfunction
keyword (see page 109).

Require_Function_Keyword determines whether the function (or cfunction) keyword
isrequired with all functions. Although this keyword is required in the ECMA JavaScript
specification, many implementations of JavaScript do not require it. Y ou can force your
users to use the keyword by including this value in the options flag.

Require Var_Keyword which determines whether your users may use variables that
have not been previously declared with the var keyword. Thisis permitted in JavaScript,
but all such variables are considered global variables. Include this flag to prohibit this
behavior.

Warn_On_Bad_Math determines whether or not illegal mathematical operations (such
as dividing by zero) will be flagged as an error or not. In JavaScript it is legal to divide a
number by zero; the value NaN (Not a Number) will be returned. Including
Warn_On_Bad_Math in the options parameter will generate an error condition if you try
to make invalid mathematical statements.

Creating a JseContext object

Most Integration:SDK API calls are methods of the JseContext object. An instance of this
object is used throughout the scripting session to maintain its state. It is created by
passing the JseToolkitApp and JseExternal LinkParameters objects to the Jselib method
jselnitializeExternal Link():
jsecontext = jselib.jselnitializeExternal Link(

hj ect Tool kit AppObj ect,

JseExt er nal Li nkPar anet ers Li nkPar irs,

String gl obal Var Nane,

String AccessKey)
Thefirst parameter is the application object (already described), which implements
whichever of the interfaces described that you want. The second parameter isan
initialized JseExternal LinkParameters object (also already described).

Introduction: Integrating The ISDK/Java 15



The other two parameters are the name you wish to call the JavaScript global object and
the AccessK ey you received when you registered ScriptEase:I SDK.

Security code

Y ou may provide a security filter to prevent certain functions from executing and to limit
scripts to working in certain directories or files. The security filter isitself ascript. It will
be called before the the user’ s script is run, and before every non-secure function call.
The full path and filename to the file containing the code is passed to
jselnitializeExternal Link() when obtaining the JseContext.

The security script contains a SecurityGuard() function, and optionally may contain
SecuritylInit() or SecurityTerm() functions. SecurityGuard() receives the name of the
function being called as its second parameter and tests to see whether the function call is
permitted or not. If SecurityGuard() returns true, the function is permitted; if it returns
false, the function may not be used. Securitylnit() is called before the script runs, and
SecurityTerm() is called when the script terminates.

Here is an example of a security file. Thisfileisfor an application that limits how users
may access the OpenDatabase() and CloseDatabase() functions. It also adds some stuff to
the PATH variable before running the script, and removes it when it is done.

function Securitylnit(SecurityVar)

{
/1 initialize SecurityVar
SecurityVar. TenpDir = dib.getenv("TEMP");
AddPat h(...add a few directories to PATH...);
return true;

}

function SecurityTern(SecurityVar)

Del etePath(...renove stuff added to PATH...);
return true;

}
function SecurityQuard(SecurityVar,testFunction,varl,var2,...)
{
switch( testFunction )
{
case "OpenDat abase":
/[/1imt how users may use this function
br eak;
case "C oseDat abase":
/11imt how users may use this function
br eak;
defaul t:
/1 any other function is allowed
return true;
}
}
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Testing the integration

To be sure your application has integrated the interpreter correctly, add a call to interpret
atest script. The script can be simply "a=1", for example:

jsecontext.jselnterpret( null, "a=1;", null,
jseAl | New, JSE_| NTERPRET_CALL_MAI N,
null, null);

Add this function after the call to Jselib.jselnitializeExternalLink(). If you can compile,
link, and run this test code, then the interpreter has been successfully included in your
application and is functioning correctly.

Adding functions to the ScriptEase engine

Once you have initialized the interpreter and created a JseContext, you must register any
functions you want to make available to your users. Thisis athree step process:

Write wrapper methods for the functions you wish to add to the function library.
The wrapper method retrieves the function arguments from the ScriptEase call,
trand ates the data from JavaScript to Java, makes your application call, and then
trandates any Java values back into JavaScript for return.

Every function you make available to your users must be entered into a function
library table. The function library table is an array of function descriptors
containing each function’s name as it will be called by your scripts, the
corresponding wrapper method, the minimum and maximum number of
arguments for the function, and a mask of function attributes. Data properties as
well as functions can be added to the table. The next section of this manual
describes some Jselib methods that help build afunction library table.

Call jseAddLibrary() (an instance method of the JseContext object) to register
the function library table(s) with the ScriptEase interpreter.

Creating a ScriptEase function library table

A ScriptEase function library table is an array of Function Descriptors. It specifiesto the
interpreter the details of the methods to be added to the ScriptEase library. Each instance
of aFunction Descriptor assigns the ScriptEase function its name, the Java function, and
the minimum and maximum number of arguments the ScriptEase function takes. Thereis
no predefined limit to the number of functions that can be specified in a Function Library
Table, nor isthere any limit to the number of library tables that may be added to a given
JseContext.
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The Jselib object has a number of static methods to assist in building the table. Which
method you use depends on the type of function being added to the table:

Jselib.JSE_LIBOBJECT - This defines what is being added to the table as an object;
functions and variables using the other functions (listed below) will be added as
properties and methods of this object, until another call to JSE_LIBOBJECT definesa
new current object. If JSE_LIBOBJECT is not called, properties added with these
methods will be added to the global object.

Jselib.JSE_LIBMETHOD - To add a method or function to the current object. The
method will be added to the last object called with JISE_LIBOBJECT.

Jselib.JSE_ PROTOMETH - Adds a method to the current object’s prototype.

Jselib.JSE_ VARASSIGN - This creates a copy of an already existing variable and
assignsit to the current object.

Jselib.JSE_ VARNUMBER - Assigns a numerical value as a property of the current
object.

Jselib.JSE_ VARSTRING - Assigns a string value as a property of the current object.

Jselib.JSE_ATTRIBUTE - Creates an undefined variable with the specified attributes.
This method can a so be used to change a variabl€e' s attributes.

These methods have the following syntax:

JSE_LIBOBJECT (name, methodName, min, max, varAttr, funcAttr)
JSE_LIBMETHOD(name, methodName, min, max, varAttr, funcAttr)
JSE_PROTOMETH(name, methodName, min, max, varAttr, funcAttr)
JSE_VARASSIGN(name, variable, varAttr)

JSE_ VARNUMBER(name, var_number, varAttr)
JSE_VARSTRING(name, var_string, varAttr)
JSE_VARATTRIBUTE(name, varAttr)

name is astring representing the name to give to your function in ascript. Thisisthe
name by which your users will useto refer to it.

methodName is the function called by the interpreter, i.e., the name of the wrapper
method that corresponds to the function listed above or an inner class implementations of
a JseWrapperFunction.

min is used to specify the minimum number of parameters that can be passed to the
function.

max is used to specify the maximum number of parameters that can be passed to the
function. If the number of parametersis unknown, set MaxVariableCount to -1. Set the
maximum and the minimum to the same value to specify an exact argument count. If a
script calls a function whose parameters do not meet the function parameter
requirements, the script will be terminated with appropriate error handling.
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Note that min and max represent the number of parameters passed to the JavaScript
function, and not the number of parameters for the wrapper method. wrapper methods
take only one parameter, the scripting session’ s JseContext object. The parameters passed
to the function must be extracted as described |ater in this chapter.

varAttr isabitwise-or of one or more of the following values:

jseDefaultAttr is used as a place holder for this parameter when you don’'t want to
use any of the other options.

jseDontEnum This prevents the property or method from being listed in for...in
Statements.

jseDontDelete Prevents the del ete operator from being used on the variable.

jseReadOnly Makes the property or method read only.

jselmplicitThis Add ‘this to the prototype chain (functions only).
funcAttr isabitwise-or of one or more of the following:

jseFunc_Default to specify the default behavior.

jseFunc_CBehavior specifies that the function uses C behavior, passing parameters
by reference.

jseFunc_Secur e indicates that the function is safe to call and does not need to pass
through the security filter. If thisis not supplied, a security risk is assumed and the
function must pass through the security filter before being executed. If thereis no
security filter, this option does nothing.

variableisavariable that has already been included in the function library table.
JSE_VARASSI GN adds a copy of this variable to the current object.

var_number isanumber variable or value to be assigned to the current object.

var_string isastring variable, enclosed in quotes, or aliteral string enclosed in quotes
("\"literal string\"", e.g.), to be added as a property of the current object.

Initializing a ScriptEase function library table

A function library table isinitialized and added to a specific context by calling
jseAddLibrary(). Itisdefined asfollows:

Voi d j seAddLi brary(
String object Vari abl eNaneg,
JseFunctionDescription functionList[],
JselLibrary libraryQbject)

objectVariableName is the name of the object variable to which the library isto be
attached. All methods in the library will become methods of this object. If thisis null, the
method will be added to the global object and will be available as a global function...no
object scoping is necessary to call such afunction.
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functionList[] isthe array of ScriptEase function descriptors to be added to the library,
created with the methods described above.

libraryObject is an instance of the library being added; al functionsin function list must
be methods of this object. The libraryObject class must implement the Jselibrary
interface, which contains these two methods:

public JseLibrary
j seLi brarylnitFunction(JseContext jsecontext);

This method is used to initialize any type of library-specific structure that the library
may need to access. For example, the library may need to keep track of files opened.
This method ay return same object as this or create a new one.

public void jselLibraryTernfFuncti on(JseContext jsecontext);

Thisfunction is called when the library is terminated. It can be called multiple times,
and every call to the jsel ibrarylnitFunction will have a matching call to
jseLibraryTermFunction. Any initialization performed in the initialization function
should be cleaned up here.

Writing ScriptEase function wrappers

Writing wrapper methods for new JavaScript functions is a three part task:
Retrieve the variables passed as parameters to the function. Y ou must first get a
handle to the variable (a JseVariable), and then extract its data with one of the
jseGetX X X () functions. This trandlates them from ScriptEase to Javafor usein
your code;
Call your internal function or functions, using the Java variables retrieved by the
previous step;
Set the return codes and JseVariable values to be returned to the script.

All wrapper routines have the following syntax:

public void functionNanme(JseContext jsecontext)
The parameters passed to the JavaScript function functionName must be extracted as
described below. The wrapper method itself takes only one parameter, the relevant
JseContext. Y ou can use an inner class method instead of writing a wrapper function.

Retrieving function arguments in a wrapper method

A JseContext object has two methods for retrieving function arguments: jseFuncVar()
and jseFuncVarNeed(). The method you use depends on the type of variable, your
application environment, and your programming style. Each returns a handle to a variable
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you can use to retrieve or store a value passed from a script; the first parameter of each
function is the offset (in the parameter list) of the variable desired.

jseFuncVar() returns the variable at the specified offset without checking its type;
jseFuncVarNeed() has a second parameter that specifies the type or types of variable that
will be accepted, generating an error if an appropriate variable is not found.

If no variable was found at the supplied offset, both functions return null and generate an
error (the min/max values supplied when the function was added to the library may have
already caught this error).

jseFuncVarNeed()

jseFuncVarNeed() will only retrieve variables of the type(s) specified by the second
parameter. The script being interpreted will generate an error message and return null if
the appropriate variable is not found. The variable stypeis checked just prior to
retrieving its handle, so the handle returned can be relied upon to be avalid JseVariable
and of the type expected.

JseVari abl e
JseCont ext . j seFuncVar Need(i nt Parameter O f set,
i nt Varneeded);

jseFuncVarNeed() takes two parameters: the offset of the parameter in the parameter list
(Ofor the first parameter, 1 for the second, etc.); and a value indicating the argument type
expected by the script's function. This value may be one or more of the following or’'d
together, depending on the variable type you expect to receive:

JSE_VN_NUMBER JSE_VN_BYTE
JSE_VN_BOOLEAN JSE_VN_BUFFER

JSE_VN_NULL JSE_VN_OBJECT
JSE_VN_FUNCTION JSE_VN_ANY

JSE_VN_INT jselib.JSE_VN_NOT()
JSE_VN_STRING jselib.JSE_VN_CONVERT (from, to)

If avariable may be of more than one possible type, al possible types should be supplied,
joined by abitwise or (for example, JSE VN_STRING | JSE VN_NUMBER).

The last three values on the list are used when the variable type is unknown and in cases
where more than one variable type is expected. JSE VN_ANY will accept a variable of
any type. Jselib.VN_NOT() (a static method of the Jselib object) will accept a variable of
any type other than those passed to the method. If you are passing more than one value to
Jselib.VN_NOT, they should be joined by an or (]). Jselib.VN_CONVERT() (also astatic
method of the Jselib object) converts a variable to a specific type. It takes two

parameters: an or mask of variable types to be accepted, and the type (one of the values
listed above) that the variable is to be converted to. Jselib.VN_CONVERT() cannot
convert to types of JSE VN_BYTE, JSE_ VN_INT, or JSE_ VN_FUNCTION.
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jseFuncVarNeed() returns null on failure. If null is returned, your error routine will have
been called, and the script being interpreted will abort when it returns from your wrapper
method.

jseFuncVar()

If afunction expects a variable of unknown type or if the wrapper method does its own
type checking and conversion, use jseFuncVar() to obtain the variable’' s handle. It
retrieves a variable handle regardless of its type. jseFuncVar() is prototyped as:
JseVari abl e
JseCont ext . j seFuncVar (i nt Parameter Of fset);
Like jseFuncVarNeed(), jseFuncVar() returns null if it is unable to retrieve a variable at
the specified offset. If null is returned, your error routine will have been called, and the
script being interpreted will abort when it returns from the wrapper method.

Getting Data From JseVariables

Once you have a JseVariable handle, the data can be retrieved by calling the appropriate
jseGetX X X () function. Thereis a specific get function for each of the ScriptEase types
(jseGetNumber() and jseGetString(), e.g.). The methods jseGetl ong() and jseGetByte()
may be used to ensure that a number can be converted to an integral or byte value. Like
jseFuncVar() and jseFuncVarNeed(), these are all instance methods of JseContext.

For example, if your function had one argument that was a number, you would use
jseGetNumber() to get the value of the Scriptease variable.

/1 get the value froma jselLongVar.
i nt numArgunment Val = jsecontext.jseGet Nunber (j seLongVar);
System out . pri nt (numAr gunent Val ) ;

If you used jseFuncVar() to get the handle to a function argument, first check the
ScriptEase type before accessing its data with jseGetType(). jseGetType() returns one of
the following values: jseTypeBoolean, jseTypeNull jseTypeNumber, jseTypeString,
jseTypeBuffer, jseTypeObject, or jseTypeUndefined.

Assigning values to JseVariables

Setting the value of a JseVariableis similar to getting the value. Instead of using a
jseGetX X X () function, use one of the jsePutX XX () functions. For example, if your
function had one argument that was an integer, you would use jsePutLong() to set the
value of the ScriptEase variable.

| ongVval ue = 1000 * 1000;
j secont ext.j sePut Long(j seLongVar, | ongVal ue);

To ensure that the new value is of the appropriate data type for the JseVariable, use
jseConvert() before assigning the new value.
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The jsePutX XX () functions will have a permanent effect only if the wrapper method is
for acfunction or an object, as only these variables are passed by reference.

JseVariable Attribute Flags

Thisisan OR'ed set of flags describing the attributes of the variable. The flags are as
follows:

jseDefaultAttr - The default attributes are used (no flags are set)

jseDontDelete - This variable cannot be deleted. If, within a script, the user calls 'delete
[variable]’, then no action istaken. This does not affect calls to jseDeleteMember().

jseDontEnum - Thisvariable is not enumerated within for . . . in loops. Therefore, if itis
amember of an object and the user enumerates the members of the object using afor . . .
in loop, this member will be skipped. jseGetNextMember() always returns all members.

jselmplicitParents - Thisis an attribute that applies only to local functions. It allows the
scope chain to be altered based on the __parent_ property of the 'this variable. If this
flagisset, the parent  property is present, and avariableis not found in the local
variable context (activation object), then the parents of the 'this variable are searched (as
long asthereisa__parent _ property) before searching the global object. Hereis an
example, assuming that jselmplicitParents is set on function foo().

var a;

a. val ue = 4;

var b;

b. _parent__ = a;

b.foo = foo;

b. foo();

function foo()

{ val ue = 5;
/1 This will actually set a.value to 5
}
jselmplicitThis - This attribute applies only to local (script) functions. If thisflag is set,
then the 'this variable is inserted into the scope chain before the activation object. This
meansthat if avariableisnot found in the local variable context (activation object), the
interpreter will then search in the current 'this' variable of the function.

jseReadOnly - Thisis aread-only variable. Any attempt to write to the variable will fail
(nothing will happen).

Returning values from a wrapper method

To return a primitive value from a wrapper method, use the appropriate jseReturnX X X()
method. To return along, use jseReturnLong(), e.g. Both require only one parameter, the
value to be returned.

/1 Return a long froma Script Ease w apper nethod.
j secont ext . j seRet urnLong(3006) ;
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/1 Return a float froma ScriptEase w apper nethod.
j secont ext . j seRet ur nNunber ( 22. 22) ;

Returning an object requires a call to jseReturnVar(). jseReturnVar() can be used to
return data of any type, although it is easier to use the typed functions (for example,
jseReturnLong(),) if possible. jseReturnVar() puts a generic data type on the jseStack to
be returned to the script.

jseReturnVar() takes two arguments:
j secontext.jseReturnVar(JseVariabl e, jseReturnType);

Thefirst argument is the JseVariable to return, and the second argument defines the
return action. This argument tells the ScriptEase engine what to do with the variable once
the function has returned and the statement that called it has completed. Possible values
for this parameter are:

jseRetTempVar - the variable will be destroyed when popped from the stack.Use
this option when your wrapper method creates a variable. jseRetTempVar will delete
the variable when it is no longer needed, so you do not need to call
jseDestroyVariable() onit.

jseRetCopyToTempVar - the variable is copied, and the temporary copy is put on
the stack, to be destroyed when popped. The original variable must still be
destroyed.

jseRetK eepL Var - the variable will not be put on the stack. It will not be
automatically destroyed; you must call jseDestroyVariable() to delete it.

In nearly all cases this should be set to jseRetTempVar.

Using inner class methods

Y ou may use an inner class method instead of awrapper method if you prefer. Any of the
samplesin this manual can be easily converted to inner class methods by embedding
them in the following code:

publi ¢ JseLi braryFuncti on MySunfuncti on()
{

return new Jseli braryFunction()
public void libraryFunction(JseContext jseContext)

/* body of function goes here */
}
S
}
Unless otherwise stated, inner class and wrapper methods are treated identically
throughout the API and this manual.
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Passing and returning simple data types

Passing and returning one of the primitive data types (numbers, strings and booleans)
involves calling jseFuncVarNeed() to get the appropriately typed jseVariable and then
calling jseGetX X X() to extract its value.

The following example is awrapper for afunction that simply adds two integers and
returns the result. It would be invoked from the script source like this:
sum = MySunfunction(varl, var?2);

Here is the wrapper method:

public void MySunfFuncti on(JseCont ext jsecontext)
{

JseVariabl e jselntl;

JseVari abl e jselnt?2;

int Cintl;

int Cint 2;

int Sum nt;

jselntl = jsecontext.jseFuncVar Need(0, JSE VN NUMBER);
jselnt2 = jsecontext.jseFuncVar Need(1l, JSE_VN NUMBER);
if (jselntl == null || jselnt2 == null)
{
}
Cintl
Cint2

return;

j secont ext.jseGetLong(jselntl);
j secont ext.jseGetLong(jselnt2);

Sumint = Cntl + Gnt2;

j secont ext.jseReturnLong(Sumnt);
}
If an invalid parameter is passed in, jseFuncVarNeed() returns null and calls the user-
defined error function. The interpreter doesn’'t quit until the wrapper method ends, so you
must exit the function before it tries to use the bad data. Calls to jseFuncVarNeed() are
usually put at the beginning of the function to ensure that all of the datais valid before
continuing with the function.

If the call to jseFuncVarNeed() is successful, it returns a variable that holds the value of
the corresponding parameter. Call jseGetL ong() to extract the value from the variable.

Returning an integer requires just one function call, jseReturnLong(). This function
assigns the Java variabl€' s value to the JseContext. The interpreter will internally allocate
and free the resources needed to hold the value.

Passing and returning strings and boolean valuesis essentially the same procedure.
Strings and booleans both have their own type parametersto jseFuncVarNeed():
JSE_VN_STRING for stringsand JSE_VN_BOOLEAN for boolean values. Use
jseGetString() to extract data from strings and jseGetBoolean() to extract data from
booleans. Use these functionsin place of jseGetLong() in the example. To return strings
or booleans use jseReturnVar().
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For example, here is a script that passes and returns a string:
public void Pronpt AndGet S(JseCont ext jsecontext)

{
java.io.Buf feredReader in = new java.i o. Buf f er edReader (
new j ava.i o. | nput St r earReader (systemin));
String foo = "";
JseVari abl e Myj seBuf fer;
String szText Buf fer;
Myj seBuf fer = jsecontext.jseFuncVarNeed(0, JSE VN _STRING ;
szTextBuffer = jsecontext.jseCGetString(MyjseBuffer);
tryf
foo = in.readLine();

catch (java.io. | OException ioe);

j secontext.jsePutStringLengt h(MyjseBuffer, szTextBuffer,
szTextBuffer.length() );

j secont ext.jseReturnVar (MjseBuffer, jseRetCopyToTenpVar);

return;

}

Passing simple data types by reference

In addition to its return value, your wrapper method can return data directly viaits
parameters. Thisis not possible in Java, but is alowed in JavaScript functions declared as
cfunctions (or when the jseDefault_ C_Behavior flag is set), since cfunctions receive
parameters passed by reference and not by value. For example, suppose you had a
JavaScript function that modified a number in some way:

num = 10;

Modi f yNunber (num ;

if( num==0) exit(EXI T_ERROR);

Here is wrapper method for such a function:
voi d Modi f yNunber (j seCont ext j secont ext)

{
double |jsel;
jseL = jsecontext.jseFuncVar(0);
[l 1If returned null this type can't convert to an integer
if ( null = jsecontext.jseConvert(jsel, jseTypeNunber) )
{
j secont ext . j sePut Nunber (j seL, Get ANunber());
}
return;
}

When this function returns, nunwill have been set to the value returned by
GetANumber().
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In the example above there is no type checking on the JseVariable. Itstypeis of no
importance because we will use jseConvert() to ensure that the variable is of the correct
type.

You still need to associate the parameter offset with a JseVariable. Pass the parameter
offset to jseFuncVar() to get a JseVariable. Now, convert the JseVariable into one that
will hold along with jseConvert(). jseConvert() requires the JseVariable to convert and
the new variable type. In this case, we convert numnto jseTypeNumber. Finally, the value
returned by GetANumber() is passed to jsePutNumber(). Calling jsePutNumber() inserts
the Java variable's value into the JseVariable. Upon returning to the script, the script’s
variable holds the value returned by the function GetANumber().

Working with objects
Passing and returning objects involves an additional step. Aswith primitive data types,
first get a JseVariable for the object with jseFuncVarNeed(). Then get ahandle to the
property by calling jseMember(). The data may now be extracted from this second
JseVariable with a call to one of the jseGetX XX () functions.

jseMember() has three parameters: the name of the object whose members are being
accessed, the name of the property being accessed, and its data type.
public void jsehject Func(JseCont ext jsecontext)

{

JseVariable jseVarbject;

JseVari abl e j seVar;

int integer = 0;

String string = "";

j seVar Obj ect = jsecontext.jseFuncVar Need(0, JSE VN _OBJECT);

if (jseVarObject == null) return;

jseVar = jsecontext.jseMenber(jseVaroject, "Mylnt",
j seTypeNunber );

if (jsevVar !'= null)

{

integer = (int)jsecontext.jseCGetlLong(jseVar);

jseVar = jsecontext.jseMenber(jseVaroject, "MyString",
j seTypeString);

string = jsecontext.jseGetString(jseVar);

Systemout.print("string =" + string + "integer = " +

new | nteger(integer).toString() + "\n");
}
The example above gets an object with two properties from the interpreter. One of the
properties (MyString) is a string, and one of them (MyInt) is a number; they will be
stored inthe variablesi nt eger and st ri ng, respectively, and printed to the screen.

Since jseMember() doesn’t create a new JseVariable reference in creating new object
properties, you shouldn’t try to destroy them when you are through with them. Child
variables will be cleaned up by the interpreter engine when the parent object is destroyed.
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Functions with a variable number of arguments

Unlike Java, JavaScript functions may accept a variable number of arguments. For
example, consider the following function, which takes a string asits first parameter, and
has an optional second parameter, a number:

ret = OneOr TwoArgs("My Dog Has Fleas"); I/l returns "M

ret = OneOr TwoArgs("My Dog Has Fleas", 7); // returns "H'

If the integer parameter is not provided, the function returns the first character of the
string. If an integer is provided, the character returned will be at the index position
specified by the integer.

Since the first argument is mandatory, there is no need to treat it differently. It may be
accessed just as in the previous examples. However, you must determine whether the
second parameter exists before you try to extract avalue fromit. The function
jseFuncVarCount() returns the number of parameters passed to the ScriptEase function. If
the variable exists, make the usual jseFuncVarNeed() and jseGetLong() callsto check the
JseVariable type and extract its data.

public void OneOr TwoAr gs(j seCont ext j secontext)

{
JseVariable MjseString;

JseVariable MjseOpt Num

String MyJavastr;
int MyJavaopt Nunber ;
int i ndex;

Myj seString = jsecontext.jseFuncVarNeed(0, JSE VN _STRI NG ;
if (MyjseString == null)
{

return;

int str_len;

MyJavastr = jsecontext.jseGetString(MjseString);

Myj seOpt Num = 0;

if (jsecontext.jseFuncVarCount() == 2)

{
My/j seOpt Num = j secont ext . j seFuncVar Need(1, JSE VN _NUMBER);
MyCopt Nunber = jsecontext.jseCetLong( MyjseQOpt Nunm;

}

if (MyjseOpt Num < MyJavastr.length) index = MyjseOpt Num
el se index = 0O;

j secont ext . j seRet urnLong(M/Javastr);

return;

}
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Accepting a ScriptEase argument of unknown type
If you do not know what type of variableisto be retrieved, you can use the function
jseFuncVar() instead of jseFuncVarNeed(). jseFuncVar() will accept a variable of any
type. Y ou must then call jseGetType() to determine the variable' s type. jseGetType()
returns one of the following values, corresponding to the variable' s type:
jseTypeUndefined, jseTypeObject, jseTypeString, jseTypeBuffer, jseTypeNumber,
jseTypeBoolean, jseTypeNull, or jseTypeNumber.
The following example demonstrates jseFuncVar().

public void jseExternal Li bFunc(JseCont ext jsecontext)

{

JseVariable jseMysteryVar;

String MyString;

doubl e MyNunber ;

bool ean MyBool ean;

j seMysteryVar = jsecontext.jseFuncVar (0);

switch(j secontext.jseGet Type(j seMysteryVar))
{

case j seTypeUndefi ned:
/* Can set to a jseType here */
j secontext.jseConvert(jseMysteryVar, jseTypeNunber);
br eak;

case jseTypeString:
MyString = jsecontext.jseGetString(jseMysteryVar);
br eak;

case j seTypelLong:
MyNunber = jsecontext.jseGet Nunmber (j seMysteryVar);

br eak;
case j seTypeBool ean:
MyBool ean = j secont ext.j seGet Bool ean(j seMyst eryVar)
br eak;
defaul t:
/1ignore bool ean, buffer and object val ues
}
return;

This function executes different code depending on the variable type passed. The correct
data extraction function will be called against the ScriptEase variable no matter what the
datatypeis.

Calling interpreted ScriptEase functions

When a script is being interpreted with jselnterpret() or has been loaded in jselnterpret(),
its functions are registered with the interpreter. Y ou can then call these functions directly
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from Java with jseCallFunction(); this saves the interpreter from having to re-interpret the
function. Y ou can use jseGetNextFunction() to list all availablelocal functionsin agiven
JseContext.

There arefive stepsto calling previously loaded (viajselnterpret()) functions:

Get a handle to the function variable with jseGetFunction(),
Create a JseStack to manage the parameters passed to the function,
Put the parameter variables on the stack with jsePush(),

Make the function call with jseCallFunction(), and

Destroy the JseStack with jseDestroyStack().

jseGetFunction() requires two parameters. the name of the function being called, and an
error message flag. Set the flag to true if you want to use the default error handling
system if the function cannot be found, and false if you want to use a different error
handling system. If false, jseGetFunction() returns null if the variable is not a function or
the processor cannot find the function, and you can take appropriate action.
jseGetFunction() returns a handle to the function variable, which will be needed for the
call to jseCallFunction().

Creating ajseStack is easily done by calling jseCreateStack(). It returns a handle to the
newly created stack, which is used in subsequent calls to jsePush() and jseCallFunction().

Next use jsePush() to put JseVariables on the stack. Y ou must call jsePush() once for
each argument you are passing to the function. jsePush() takes three parameters: the
handle of the stack you' re working on, the variable to be pushed to the stack, and a
boolean flag. Set thisflag to true if you want the JseVariable to be automatically
destroyed when the stack is destroyed (with jseDestroyStack(), i.e.). If it is set to false,
you will haveto call jseDestroyVariable() yourself to destroy the variable and free the
resources allocated.

Now you are ready to make the function call with jseCallFunction(). jseCallFunction()
takes four parameters: a JseVariable for the function being called, the JseStack, an array
variable to store whatever value the function returns (the return value will be placed at
offset 0 of this array), and a JseVariable to be used as the "this" variable within the
function call.

jseCallFunction() returns true if the function was successfully executed, otherwise it
returns false.

Creating and destroying jseVariables

ScriptEase variables are created with one of the following jseCreateX X X() methods, each
of which creates and returns a variable of the specified type. All variables created with
these methods must be explicitly destroyed with jseDestroyVariable() when you are done
using it.
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j seCreateVariabl e(i nt VType);
j seCreat eSi blingVariabl e(j seVari abl e A derSi bl i ngVar,
int Elenment O f set FronO der Si bl i ng) ;
j seCreat eLongVari abl e(i nt val ue);
j seCreat eConvertedVari abl e(JseVari abl e Vari abl eToConvert,
i nt ConversionType)

There are two ways to destroy a ScriptEase variable:

jseDestroyVariable() will destroy any variable created with the above calls.
If RetActionisjseRetTempVar, jseReturnVar() will destroy the JseVariable
after it is used. Do not destroy the variable explicitly if it is used asareturn
variable in this manner.

Interpreting a script with jselnterpret()

A script is executed with the JseContext method jsel nterpret(). jsel nterpret() takes seven
parameters that indicate which script isto be run and how it will inherit variables from
the context it is called from. Although there is alarge number of possible combinations of
these parameters, the three most commonly used situations are described at the end of
this section.
bool ean
j secontext.jselnterpret(

String sourceFile,

String sourceText,

byte[] pretokenizedBuffer,

i nt j seNewCont ext Setti ngs,

i nt howTol nterpret,

JseCont ext | ocal Vari abl eCont ext

JseVariabl e[] returnVar);
jselnterpret() returns a boolean value to indicate the success or failure of the script,
returning true if the script executed completely, and false if it did not. Thisvalueisin no
way related to the value returned by the script, although if jselnterpret() returned false, no
value will be returned from the function, since it failed to interpret.

sour ceFileis astring containing the filename and path to a ScriptEase script file or null if
you are interpreting ScriptEase source from memory. Any parameters that need to be
passed to this file for execution should be passed in the following parameter

(sourceT ext).

sour ceText is either astring containing a block of ScriptEase code to be interpreted or
the optional arguments to pass to the script (if interpreting code from afile).

howT ol nter pret specifies the interpreter’s mode:

JSE_INTERPRET_NO_INHERIT indicates that the new JseContext should not
inherit global variable and functions from its parent JseContext.
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JSE_INTERPRET_CALL_MAIN instructs the interpreter to run the main()
function following any global code.

JSE_INTERPRET_L OAD - Interpret and execute the script within the current
JseContext so that the interpreted functions and variables are available to subsequent
callsto jselnterpret(). (This option is maintained for backwards compatibility with
earlier versions of the ISDK. We recommend that you use
JSE_INTERPRET_DEFAULT instead.

JSE_INTERPRET_DEFAULT - Variables and methods will be inherited from the
calling context, and main will not be called.

The jseNewContext Settings parameter determines which of the jseContext elements will
be created anew in the child JseContext. If a new context element is not specified, it will
be inherited from the parent JseContext. Use one or more of the following flags or’ ed
together:

jseNewNone - Do not create any new elements.
jseNewDefines - Create new defines.

jseNewL ibrary - Create new function libraries.
jseNewGlobalVar Group - Create a new global variable group.
jseNewFunctions - Create new scripted functions.
jseNewAtEXxit - Create new atexit functions.

jseNewSecurity - Reinitialize the security script (i.e., call Securelnit() before
running the script; see page 9).

jseAlINew - Create new elements for all categories above, except for functions,
which will be inherited from the parent JseContext.

LocalVariableContext tellsanew level of jselnterpret() that local variables of that
JseContext should be treated as global variables of the new interpretation. For example,

32

foo()

a = 4,
interpret("a++");

is only identical (in result) to,

foo()
a = 4,
a++;

}
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- if the new level of interpret knows to make local variables of foo() be global variables
of the new interpret.

ReturnVar - If ascript includes areturn or exit statement and return value, it will be
stored in ReturnVar[0] when jselnterpret() returns. If thereis no specified return variable,
an undefined value will be returned.

If Jselnterpret() returns true then you are responsible for destroying this returned variable
with jseDestroyVariable(). Passin null if you do not need to receive the returned value.

jselnterpret() - flags for the most common situations
These are the three most commons situations encountered when executing a script:

Y ou want to execute the code asiif it were the only thing running; all variables
created will be destroyed.

Y ou want your code to be able to use all variables that are currently available for
the jseContext, and all variables created by the script will remain after the script
terminates.

Y ou want your code to be able to use al variables that are currently available for
the jseContext, but you don’t want the variables created by the script to remain
after the script terminates.

The flags to use for the jseNewContextSettings and howTol nterpret for these three
situations are as follows:

1. jseNewContextSettings = jseAlINew & ~jseNewSecurity
howTolnterpret =JSE_INTERPRET_CALL_MAIN |
JSE_INTERPRET_NO_INHERIT
2. jseNewContextSettings = jseNewNone
howTolnterpret = JSE_INTERPRET_CALL_MAIN
3. jseNewContextSettings = jseNewFunctions
howTolnterpret = JSE_INTERPRET_CALL_MAIN
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Application Programming Interface

The following methods are listed for reference in alphabetical order.

A Note on Terminology

j seCont ext refersto the JseContext class. Most of the API functions are members of
this class, so when a function template reads:

jseVariabl e jseContext.jseActivati onObject()

The“j seCont ext . ” indicates that jseActivationObject() is a member of the
JseContext class.

j secont ext (lower-cased) refersto a specific instance of thisclass. It isused in code
samples and would be replaced in actual code by another JseContext instance you are
actually working with.

If the code fragment was:
a = jsecontext.jseActivationObject(),
and your JseContext instance was, for example, “foo”, you might have,

j seContext foo = .;
A = foo.jseActivationObject()

JseActivationObject

DESCRIPTION Get the local variable object for the function currently being

executed.
SYNTAX JseVari abl e
JseCont ext . j seActivati onCbject();
RETURN This method returns the current activation object, whose members

arethelocal variables, of thelast local (script) function. Thusthe
local variable “a” of the last script function would be a member of
this object.

SEE ALSO jseGlobal Object
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jseAddLibrary

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

36

Add an external method library to a given JseContext.

voi d JseCont ext.j seAddLi brary(string
obj ect Vari abl eNane,
JseFunctionDescription[] FunctionLi st,
JselLi brary LibraryObject);
objectVariableName - The name of the object the properties will be
associated with. If null is supplied in this field, then the global
object will be used.

LibraryObject - the object which implements Jsel ibrary, associated
with thislibrary.

functionList - An array of function descriptions to add to the
context.

Usethis function to add library functions to the jseContext. A static
table of JseFunctionDescription structuresis defined, and this table
is passed as the second parameter to the function.

Here is an example of usage:

JseFunctionDescription[] nyFuncs={
Jseli b. JSE_LI BMETHOD( “f 00, * “f ooFunc”)
0,0, JseDefaultAttr, JseDefaul tAttr)

b
j secont ext . j seAddLi brary(“M/Funcs”, nyFuncs,
MyLi braryQj ect) ;

None.
jseFunctionDescription, jseLibraryData
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jseAppExternalLinkRequest

DESCRIPTION

SYNTAX

PARAMETERS
COMMENTS

EXAMPLE

RETURNS
NOTE

SEE ALSO

Application Programming Interface

Create a new JseContext using the jseAppLinkFunc provided in the
jseExternalLinkParameters structure.

JseCont ext .
j seAppExt er nal Li nkRequest (bool ean Initialize)

Initialize - The second parameter passed to the AppLink function.

If the applicable object implements the JseA ppExternal LinkRequest
interface, it is used to create a new JseContext. This function should
first be called with true as the second parameter to initialize anew
context, and then be called a second time with falsein order to clean
up the returned context.
newcont ext = jsecont ext.JseAppExt er nal Li nkRequest (

true);
i f( newcontext == null )

PrintError( “Initialization failed”);
/... Use the new context here ... */
newcont ext . j seAppExt er nal Li nkRequest (

fal se);

null on failure, otherwise a valid JseContext.

This function is not used frequently. Y ou should use
jselnitializeExternalLink() instead. It is provided for compatibility
with the C version of the ScriptEase API.

jselnitializeExternal Link, jseTerminateExternal Link
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|seAssign
DESCRIPTION Copy the current value of one variable to another variable.

SYNTAX bool ean
JseCont ext . j seAssi gn(JseVari abl e dest Var,

JseVariabl e srcVvar );
PARAMETERS  destVar - The ScriptEase variable to set
srcVar - The ScriptEase variable to assign from.

This function assigns the value of the ScriptEase data defined by
destVar to be equivalent to the value of the ScriptEase data defined
by srcVar. Thisfunction provides the same functionality as the ‘=’

operator.

RETURN Return boolean true for success, elseit returns false if the
assignment was unsuccessful.

SEE ALSO jseGetType, jseConvert, jseCreateConvertedVariable

jseBreakpointTest

DESCRIPTION Test to seeif the current lineis avalid breakpoint.

SYNTAX bool ean
JseCont ext . j seBreakpoi nt Test (String fil eNamne,

int |ineNunber);
PARAMETERS fileName - Name of the file to be tested.

lineNumber - The line number to check for breakpoint

COMMENTS Check if currently-running script has a breakpoint in this fileName
at thislineNumber. Thisfunction is provided to facilitate

debugging.
RETURN Return true if on avalid breakpoint, else return false.
SEE ALSO jseLocateSource
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jseCallAtExit

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Add afunction to be called when exiting a jseContext

voi d

JseContext.jseCall AtExit(String exitFunction,
obj ect exitCbject);

exitFunction - The function to call at exit.

exitOject - the object of which this function is a method.

The object must have a method of the given name of the format
“void function(JseContext);”. This method will be called when the
top-level interpreted JseContext is destroyed. Any number of
functions may be registered with jseCall AtExit(); they will be called
in the reverse order in which they’re added. At-exit functions are
called regardless of the reason for the exit. If an error condition
exists, the error flag will be turned off while calling these functions.
These functions will be called before any libraries added with
jseAddLibrary are terminated.

Note: thisfunction isvery “un-Java-like.” It hasthisformat for
compatibility with the ScriptEase ISDK/C API.

None.
jSeAtExitFunc
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jseCallFunction

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN

SEE ALSO

40

Call a ScriptEase function.

bool ean

JseCont ext.jseCal | Function(JseVari abl e j sefunc,
JseSt ack j sestack,
JseVariable[] returnvar,
JseVari abl e thisVar);

jsefunc - The function to be called.
jsestack - The parameters to pass to the specified function.

returnVar - Variable in which to place the return variable. The
value will be stored at returnVar[0]. Usenull if the return variable
will be ignored by the script. If jseCallFunction() fails, no value
will be returned.

thisVar - The variable to be used as the ‘this var; use null for the
global object.

Thisfunction is used to make a call to a ScriptEase function from
within your application.

Returnstrueif the call was successful, false otherwise. The context
error flag will have been cleared when this function returns,
therefore you should use this return value to determine if the
function failed.

Note: the returned variable must not be destroyed with
jseDestroyVariable().

jseCurrentFunctionName, jseGetFunction, jseCreateStack,
jseDestroyStack, jsePush
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jseCompare
DESCRIPTION

SYNTAX

PARAMETERS

COMMENTS

RETURN

SEE ALSO

Compare two script variables for greater-than, less-than or equal
comparison.

bool ean

JseCont ext . j seConpar e(JseVari abl e vari abl el,
JseVari abl e vari abl e2,
int[] conpareResult);

variablel - Thefirst variable to compare.
variable2 - The second variable to compare.

compareResult - Integer holder to store the result of this function.

On return, the first element of this array (i.e. compareResult [Q])
will be set to:

<0if variable 1 islessthan variable 2
0 if variable 1 isequal to variable 2
> Qif variable 1 is greater than variable 2.

This routine compares two JseVariables. In its most basic form, it
simply comparesiif two variables are equal, in that the data they
contain are equivalent, or that they point to the same object. In
addition, one of the following predefined values can be passed as
compareResult to use the standard ECM A Script comparison
routines:

JSE_COMPEQUAL - Compare using ECMA Script equality rules.

JSE_COMPLESS - Compare using ECMA Script less-than rules
(different from equality rules).

Typically, to do ECMAScript comparisons, the user should never

call this function directly. Use the functions jseComparel.ess() and

jseCompareEquality(), which map to the equivalent flags above.
In astandard comparison, trueif this call succeeds, falseif it fails

(comparing incomparable types). When using JSE. COMPEQUAL,

returns a boolean value as to whether the two variables are equal .
When using JSSE_COMPLESS, returns a boolean value asto
whether the first variable is less than the second variable.

jseEvaluateBoolean, jseAssign, jseComparel ess,
jseCompareEquality

Application Programming Interface
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jseCompareEquality

DESCRIPTION Compare two script variables for equality using ECMAScript rules.

SYNTAX bool ean ] .
JseCont ext . j seConpar eEqual i t y(

JseVari abl e vari abl el,
JseVari abl e vari abl e2);

PARAMETERS  variablel - Thefirst variable to compare.
variable2 - The second variable to compare.

COMMENTS Thisfunction is equivalent to calling jseCompare with the result
value JSE_COMPEQUAL.

If one variable is a string and the other a number, the string will be
converted to a number before comparing. Boolean values will be
converted to numbers before being compared.

RETURN Trueif the variables are equal to each other, false if they are not.
SEE AL SO jseEvaluateBoolean, jseAssign, jseCompare, jseCompareless
jseComparelLess
DESCRIPTION See if one variable's value is less than another's, using ECM A Script
rules.
SYNTAX bool ean

JseCont ext . j seConpar eLess(JseVari abl e vari abl el,
JseVari abl e vari abl e2);

PARAMETERS  variablel - Thefirst variable to compare.
variable2 - The second variable to compare.

COMMENTS This function converts variables to primitive values before they are
compared. If the two variables are both strings, they will be

compared as strings; otherwise they will be converted to numbers
and compared.

RETURN Trueif variablel islessthan variable?, false if variablel is greater
than or equal to variable2.
SEE ALSO jseEvaluateBoolean, jseAssign, jseCompareEquality, jseCompare
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jseConvert

DESCRIPTION Convert avariable to anew jseDataType.
SYNTAX voi d . . .
JseCont ext.j seConvert(JseVari abl e vari abl e,
int dType );
PARAMETERS  variable - The ScriptEase variable to convert.
dType - The data type the variable is being converted to.
COMMENTS This function changes a variable from one type to another. This
function does not preserve the current contents of the variable, but
instead is much like destroying the previous variable and creating a
new variable with thistype. If the variableis already of the
specified type, no conversion is performed and no dataislost.
RETURN None.
SEE ALSO jseDataType, jseGetType, jseAssign
jseCopyBuffer
DESCRIPTION Copy a section of abuffer from a JseVariable to alocal buffer.
SYNTAX i nt JseContext.jseCopyBuffer(JseVariable variabl e,
byte[] buffer,
int start,
int |ength);
PARAMETERS  variable - The buffer variable which contains the data to be copied.
buffer - The local buffer that will be filled with the copied data.
start - The offset within the variable where the copying will start
from.
length - The length of datato be copied from the buffer variable.
RETURN None.
SEE ALSO jseCopyString, jseGetBuffer
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jseCopyString

DESCRIPTION Copy string data from ajseVariable to a user allocated buffer.

SYNTAX i nt JseContext.jseCopyString(JseVariable variabl e,
byte[] string,
int start,
int |ength);

PARAMETERS variable - The variable containing the string to be copied.
buffer - The buffer which will be filled with the string data
start - The offset in the variable of the first character to be copied.
length - The length of the string to be copied from the variable.
RETURN None.
SEE AL SO jseCopyBuffer, jseGetString

jseCreateCodeTokenBuffer

DESCRIPTION Compile ablock of ScriptEase code into executable tokens

SYNTAX byte[] JseContext.]seCreat eCodeTokenBuf fer (
String source
Bool ean sourcel sFi | eNang) ;

PARAMETERS  source - ScriptEase source code to tokenize.
sour cel sFileName - true if Sourceis afilename, elsefalse if Source
isablock of code.

COMMENTS This call will compile the code in the source parameter into a binary
sequence of tokens which can later be executed with jselnterpret or
jselnterplnit by passing the returned buffer as the tokenized code

parameter
RETURN Thereturn value is a byte array of compiled tokens.
SEE ALSO jselnterpret, jselnterplnit
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jseCreateConvertedVariable

DESCRIPTION
SYNTAX

PARAMETERS

Create anew variable from another variable and convert its data.

JseVari abl e
JseCont ext . j seCreat eConvert edVari abl g(

JseVari abl e vari abl eToConvert
int targetType);

variableToConvert - variable to be used as a model for the new
variable.

targetType - type of variable to convert to.

jseToBoolean - Convert to aboolean value. The contents of
the variable depends on the original variable.

jseTypeUndefined
jseTypeNull
jseTypeBoolean
jseTypeBuffer
jseTypeNumber
jseTypeString
jseTypeObject
jseToBuffer - Convert to a buffer type. This conversionis

done in the same manner as jseToString, but it is converted to
an ASCII sequence of bytes, rather than a Unicode string.

jseToBytes - Convert to a buffer type, but instead of converting
each unicode value to a corresponding ASCII value, araw
transfer of dataisdone. That is, the Unicode string "Hi" would
be converted to the buffer \OH\Gi' or 'H\OiI\O', depending on the
endianness of the system, and afloating point value would give
the actual bytes that share it rather than atest representation of
the value.

jseTolnt32 - Convert to a 32-bit integer. Thisis done by
converting like jseTolnteger does except the range of valid
valuesis 0 to Oxfffffff.

jseTolnteger - Convert to an integral type. Thevalueisfirst
converted with jseToNumber. If the result is NaN, then return
+0. If theresult is+0, -0, +inf, or -inf, return 0. Otherwise,
return sign(result) * floor(abs(result)). In other words, the
value -4.8 would be converted to -4, shortened to fit. Only
valuesin the range -0x80000000 to Ox7fffffff can be stored.

jseToNumber: Convert to ajseTypeNumber variable based on
itstype asfollows:
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jseTypeUndefine: NaN
jseTypenul | : +0

jseTypeBoolean: Theresultis1 if the argumentis True.
Theresult ist0 if the argument is False.

jseTypeBuffer: Same as jseTypeString

jseTypeNumber: Same as origina

jseTypeString: The string is interpreted as a number, using
a complicated set of rules, which are intended to convert
human-readable number strings such as"45" and "-45.34"
to numbers. If thereisan error converting the string to a
number, then the result is NaN. More information on these
rules can be found in the ECMA Script Language
Specificationsin section 9.3.

jseTypeObject - Convert input using jseToPrimitive, then
convert result with jseToNumber, and return the result.

jSeToODbject - Convert to an Object. If the original typeis
jseType null or jseTypeUndefined, then aruntime error is
generated. No conversion isdone if the original typeisan
object. Otherwise, the value is converted to the corresponding
object wrapper type (i.e. for jseTypeString, new String() will be
called with the value as the parameter).

jseToPrimitive - No conversion is done if the variable is any
type but jseTypeObject. Otherwise, the internal defaultValue()
function of the object is called and that value returned.

jseToString - Convert to a string based on thistable:
jseTypeUndefined - "undefined"jseTypeNull - "nul 1"

jseTypeBoolean - If the argument is True, then the result is
"True", if theargument isf al se, then theresult is"False”.

jseTypeString - No conversion done

jseTypeObject - Convert with jseToPrimitive on the object
then convert the result with jseToString

jseToUint16 - Convert to an unsigned 16-bit integer. Convert
with jseT ol nteger, and then preserve the least significant 16
bits as an unsigned value.

jseToUint32 - Convert to an unsigned 32-bit integer. Convert
with jseT ol nt32, and then convert to be unsigned.
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COMMENTS This function will convert the variableT oConvert into avariable of
the new tar get Type using the standard ECM A Script conversion
rules. See the description of jseConversionTarget for adescription
of these rules. Thisdiffersfrom jseConvert in that it uses
ECMA Script conversion, rather than simply erasing the data and
creating a blank type.

RETURN If successful, a new JseVariable of the type specified by targetType
and containing the same value as variableToConvert (converted to
the specified type). Returns null if the interpreter is unable to
convert the variable to a requested type.

SEE ALSO jseConvert, jseCreateV ariable, jseCreateSiblingVariable,
jseDestroyVariable, jseConversionTarget

jseCreateFunctionTextVariable

DESCRIPTION Return the source text of afunction.

SYNTAX JseVari abl e
JseCont ext . j seCreat eFuncti onText Vari abl e(

JseVari abl e functionVari abl e);
PARAMETERS functionVariable - Variable to get the source from.

COMMENTS This function takes a variable and returns the source text of the
function. Thisisequivalent to calling toString() on the function.
Y ou must destroy the variable using jseDestroyV ariable when you
are donewith it.

RETURN Returns a string containing the source text of functionVariable.
SEE ALSO jseCreateVariable, jseCreateSiblingVariable, jseDestroyVariable
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jseCreateLongVariable

DESCRIPTION Shortcut to create a ScriptEase variable of an integer value.

SYNTAX JseVari abl e
JseCont ext . j seCreateLongVari abl e(int val ue);

PARAMETERS value- Vaueto initialize this ScriptEase variable to.

COMMENTS This function creates a ScriptEase variable of type jseTypeNumber
and puts the specified value in the variable. Thisis equivalent to
creating a variable of type jseTypeNumber and then calling
jsePutLong() to put avalueinto it.

RETURN If successful, a pointer to the JseVariable created. If thereis not
enough system memory to create the variable (extremely unlikely),
null will be returned.

This variable must be destroyed with jseDestroyVariable() when
you are done with it.

SEE ALSO jseCreateVariable, jseCreateSiblingVariable,
jseCreateConvertedVariable, jseDestroyVariable, jsePutLong
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jseCreateSiblingVariable

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

EXAMPLE

RETURN

SEE ALSO

Create a ScriptEase Sibling Variable.

JseVari abl e

JseCont ext.j seCreateSi bl i ngVari abl e(
JseVari abl e ol der Si bl i ngVar,
int elementOffsetFron derSibling );

older SiblingVar - The variable that you are basing the new sibling
variable on.

elementOffsetFromOlder Sibling - The index into the array you are
creating this sibling variable from (if a string or buffer).

This routine creates asibling ScriptEase JseVariable. A sibling
variable is avariable that references an already existing ScriptEase
Variable. Changes to sibling variables affect each other. The offset
parameter is used in conjunction with buffer and string variables, as
it specifies an offset into the data at which to begin the sibling
variable. The original variable and the sibling variable still
reference the same variable, but calling jseGetString on the new
variable will start at the new offset into the original.
JseVariable original =

j secontext.jseCreateVariable (jseTypeString);

j secontext jsePutString(original, ”one two”);

jseVariable news =
j secontext.jseCreateSiblingVariable

(original,4);
String data = jsecontext.jseGetString (news);
/* data now points to “two”, and any changes to
* original or newwll affect the other
*/

If successful, a pointer to the sibling jseVariable created. If thereis
not enough system memory to create the variable (extremely
unlikely), null will be returned. This variable must be destroyed
with jseDestroyVariable() when you are done with it.

jseCreateV ariable, jseCreateConvertedVariable,
jseCreatel ongVariable, jseDestroyVariable
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jseCreateStack

DESCRIPTION Create a jseStack.

SYNTAX JseSt ack
JseCont ext.j seCreateStack();

COMMENTS This function creates a JseStack which is used for pushing
parameters and calling functions from within the ISDK.

RETURN Returns a pointer to the new JseStack. null will be returned if there
isinsufficient memory to create the stack. Y ou must destroy the
stack using jseDestroyStack() when you are done with it.

SEE ALSO jseCallFunction, jseDestroyStack, jsePush

jseCreateVariable

DESCRIPTION Create ajseVariable of agiven type.

SYNTAX JseVari abl e
JseCont ext.jseCreateVariabl e(int VType);

PARAMETERS  VType- Thetype of ScriptEase variableto create.
RETURN If successful, a pointer to the JseVariable is created. If thereis not
enough system memory to create the variable (extremely unlikely),

null will be returned. Y ou must destroy this variable with
jseDestroyVariable() when you are done with it.

SEE ALSO jseCreateSiblingVariable, jseCreateConvertedVariable,
jseCreatel ongVariable, jseDestroyVariable
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jseCreateWrapperFunction

DESCRIPTION Create a JseVariable object that is a callable function.

SYNTAX JseVari abl e. .

JseCont ext . j seCreat eW apper Functi on(
JseFuncti onDescri opti on desc,
hj ect caller);

PARAMETERS  desc - A function description created with “new JseFunction
Description (...)”

Object - aJselibrary of which these functions are a part.

RETURN If successful, this returns the JseVariable created. If thereis not
enough system memory to create the variable (extremely unlikely),
null will be returned. This variable must be destroyed by calling
jseDestroyVariable() when you are done with it. The variableisa
function object which will call your wrapper function.

JjseCurrentContext

DESCRIPTION Return the current JseContext based on any level of previous
context.

SYNTAX JseCont ext ]

JseCont ext.j seCurrent Context();

COMMENTS This function returns the most current JseContext. This may be
used in interrupt-type situations to located the JseContext of the
current depth of scripted function calls.

RETURN The current context for the current thread of execution.

SEE ALSO jsePreviousContext

jseCurrentFunctionName

DESCRIPTION
SYNTAX

COMMENTS
RETURN

SEE ALSO

Application Programming Interface

Get the currently executing ScriptEase function.

String
JseCont ext . j seCurrent Funct i onName() ;

Returns the name of the current function.

Name of the function currently executing. Returns null if a function
isnot currently executing.

jseGetFunction
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jseDeleteMember

DESCRIPTION Delete a property of an object.

SYNTAX voi d . . .
JseCont ext . j seDel et eMenber (JseVari abl e obj ect Var,

String nane );
PARAMETERS  objectVar - ScriptEase variable pointer.

name - The name of the object property to delete.

COMMENTS This function deletes a property of an object. This function ignores
the jseDontDel ete attribute (which is only used for the 'deletel
operator within scripts).

RETURN None.

SEE ALSO jseGetMember, jseGetNextM ember
jseDestroyStack

DESCRIPTION Destroy a JseStack.

SYNTAX voi d

JsecCont ext . j seDestroySt ack(JseSt ack stack);
PARAMETERS  stack - The stack to destroy.

COMMENTS This function destroys the specified stack.

RETURN None.
SEE ALSO jseCallFunction, jseCreateStack, jsePush
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jseDestroyVariable

DESCRIPTION
SYNTAX

PARAMETERS
COMMENTS

RETURN
SEE ALSO

Destroy a ScriptEase variable.

voi d

JseCont ext . j seDestroyVari abl g(
JseVariable variable );

variable - the ScriptEase variable to destroy.

Use this routine to free up the system resources allocated to a
ScriptEase variable when it is no longer needed. Variables created
with one of the jseCreateX XX () functions must be destroyed;
passing a variable to jseReturnVar() with the flag “jseReturnTemp”
is another way to release a variable you own.

Thisis probably the most easily misunderstood concept in the API.
“Destroying avariable” does not mean destroying the contents of
the variable. Instead, it means to destroy your handle or lock on the
variable.

If thisisthe last such lock, then the contents are destroyed. When
you get a JseVariable handle, sometimesit isalock that you must
destroy, but sometimes you must not destroy it. The description of
the API function will specify which caseit is, but the general ruleis
that if the API function has the word ‘create’ in it, you are getting a
lock you must destroy.

The API jseReturnVar() in several modes accepts alock that it will
destroy when it is done; by passing the variable to it, you are
transferring your lock. If you have avariable that you aren’t
supposed to destroy and pass it to this function, you will have a
problem. Either use jseRetKeepL Var to tell jseReturnVar() not to
destroy the variable or create alock using
jseCreateSiblingVariable() which you can then passto it.

None.

jseCreateVariable, jseCreateSiblingVariable,
jseCreateConvertedVariable, jseCreatel ongVariable,

jseReturnVar
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jseEvaluateBoolean

DESCRIPTION
SYNTAX

PARAMETER
COMMENTS

RETURN

Determine if a ScriptEase Variableistrue or false.

bool ean
JseCont ext . j seEval uat eBool ean(
JseVariabl e variabl e);

variable - The ScriptEase variable to test.

Test to seeif a ScriptEase variable evaluates to true or false. Pass a
variable of type jseTypeBoolean.

The boolean value of variable.

jseFindVariable

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN

SEE ALSO
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Search for avariable with a given name.

JseVari abl e
JseCont ext . j seFi ndVari abl e(

Stringnane, int flags);
name - The name of the variable sought.
flags - Either O or “jseCreateVar” to create a variable you must
destroy.
This variable searches the current scope chain for a variable with the
given name. Usually, you want to search the scope chain asit was
for the function that called you, since someone will likely write
something like:
function nyfunc()

{

var a;
wr apper (“a”);

The ‘@ refersto the ‘a from the point of view of the calling function,
not your wrapper function (which does not have the locals of the
calling function as part of its scope chain.) In most cases, thus, the
correct way to call thisfunction isto use

JseCont ext . j sePr evi ousCont ext () asthe context you passto
this function.

Returns the variableif it is found, null if no such variable can be
found. Do not destroy the variable unless you use the flag
“JseCreateVar”.

jseGetVariableName
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jseFuncVar

DESCRIPTION Get a ScriptEase function wrapper argument.

SYNTAX JseVari abl e
JseCont ext . j seFuncVar (i nt Parameter Of fset);

PARAMETERS  Parameter Offset - The offset of the argument you are trying to
access starting at 0. Variables are passed from left to right.

COMMENTS This function gets a parameter passed to awrapper function. It
returns a JseVariable, but does no type checking.

RETURN Returns a JseVariableif avalid index is given. Otherwise returns
null. If index isinvalid then the error handling routines will have
been called.

SEE ALSO jseFuncVarCount, jseGetFunction, jseFuncVarNeed

JjseFuncVarCount
DESCRIPTION Get the number of parameters passed to a wrapper function.
SYNTAX i nt .
JseCont ext . j seFuncVar Count () ;

COMMENTS This function determines how many arguments were passed to a
ScriptEase function.

RETURN The number of arguments passed to this wrapper function.

SEE ALSO jseFuncVar, jseGetFunction, jseFuncVarNeed

jseFuncVarNeed

DESCRIPTION Get a ScriptEase function wrapper argument and validate its type.

SYNTAX JseVari abl e

JseCont ext . j seFuncVar Need(i nt parameter O f set,
int jseVarNeeded );
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PARAMETERS

COMMENTS
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parameter Offset - The offset of the argument you are trying to
access, starting at 0.
jseVarNeeded - The type of the argument you are trying to access.
It can be one or more of the following values:
(If you are supplying two possible types, they should be OR'ed
together.)
JSE_VN_UNDEFINED gets an undefined variable.
JSE_VN_NUMBER gets a number.
JSE_VN_NULL getsanull variable.
JSE_VN_STRING getsastring or byte array.
JSE_ VN_BOOLEAN gets aboolean variable. JSE VN_INT get a
number that can be represented as along with no loss of precision.
JSE_VN_FUNCTION gets a function object.
JSE_VN_BYTE gets anumber and cast it as a byte.
JSE VN_BUFFER gets a buffer.
JSE_VN_OBJECT gets an object.
JSE VN_ANY accepts any variable type.
Jselib.JSE_VN_NOT() accepts any variable not passed as a
parameter. For example:
Jselib.VN_NOT(JSE_VN_NUMBER | JSE_VN_STRING)
will accept any variable that is not a number or a string.
Jselib.JSE_ VN_CONVERT (from, to) This macro converts variables
of the type indicated by the first parameter to the type indicated by
the second parameter. For example:
Jselib.VN_CONVERT(JSE_VN_ANY, JSE_ VN_STRING)
will convert any type of variable received to astring. You
cannot convert from JSE_VN_INT, JSE VN_BYTE, or
JSE_VN_FUNCTION.

Jselib.JSE_VN_COPY CONVERT Thisoption indicates that if a
variable must be converted (with JSE VN_CONVERT() or with the
jseOptLenientConversion option), a copy of the variable will be
made and converted, so that the original variable retainsits type and
value. You may also use the macro JSE FUNC_VAR_NEED(). If
the index or type are invalid this macro will not return and the
scripting session will be terminated.

JSE_VN_CREATE - create variable for explicit jseDestroyVariable.
JSE_VN_READ - variableisfor reading only.
JSE_VN_WRITE - variableis for writing only.

Thisfunction is used to access function arguments to a ScriptEase
wrapper function. It returns a JseVariable, and does type checking
and possible conversion.
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RETURN

SEE ALSO

Returns a JseVariableif avalid index is given and the type specified
isfound. Otherwisereturnsnull. If index isinvalid or thetypeis
incorrect, an error message will have been called, and you should
return from the function.

JseFuncVar, jseGetFunction, jseFuncVarCount

jseGetArrayLength

DESCRIPTION

SYNTAX

PARAMETERS

COMMENTS

RETURN

SEE ALSO

Get the span of elementsin a ScriptEase variable object, string or
buffer.
i nt
JseCont ext . j seGet ArrayLengt h(

JseVari abl e vari abl e,

int[] Mnlndex );
variable - array variable for which to check the span.
Minlndex - When the function returns thiswill be set to the index
value of the first element in the ScriptEase array. This value will not
be greater than zero.
In evaluation objects, this function will only consider elements with
numeric indices. For example with this code the length of "foo" is 4:
var foo= new object();
foo[3] = "hello"
f oo. bl ah = "goodbye

This routine determines the size (length) of a ScriptEase object,
string or buffer.

If variableis an object, returns the highest valid index of the object
+1; only properties with numeric names (i.e., array elements,) will
be considered. Thisfunction may be used to get the length of
dynamic arrays (i.e., arrays not created with the Array() constructor
function). If variable isastring or a buffer, it returns the length of
the string or buffer.

jseCreateVariable, jseCreateSiblingVariable,
jseCreatel ongVariable, jseDestroyVariable, jseSetArrayL ength
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jseGetAttributes

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Get avariabl€e's attributes.

i nt

JseContext.jseCGet Attri butes(
JseVariable variable );

variable - The ScriptEase variable to read.

This function is used to access the data associated with a
JseTypeByte variable.

The attributes assigned to variable.
jseSetAttributes

jseGetBoolean

DESCRIPTION Get boolean from a JseVariable.

SYNTAX bool ean
JseCont ext . j seCet Bool ean(j seVari abl e variable );

PARAMETERS  variable - The ScriptEase variable to read.

COMMENTS This function retrieves the data associated with a jseTypeBoolean
variable.

jseGetBuffer

DESCRIPTION Get buffer datafrom a JseVariable.

SYNTAX byte[]
JseCont ext . j seCGet Buf f er (JseVari abl e vari abl e);

PARAMETERS  variable- ThejseVariable for the buffer being accessed.

COMMENTS Get buffer data from a JseVariable. Buffer data can have binary and
/0" charactersin’/0' the block and athough it will always be /0’
terminated. Thefinal /0" is not considered part of the dataand is
not part of the length. The returned data can not be modified.

RETURN The buffer data.

SEE ALSO jseGetWritableBuffer, jseGetString
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jseGetByte

DESCRIPTION Get the-byte value of a numeric variable.

SYNTAX byt e
JseCont ext . j seCet Byt e(JseVari abl e vari abl e);

PARAMETERS  variable - The ScriptEase variable to read.

COMMENTS This function gets the data associated with a jseTypeByte variable.
RETURN The value contained in the numeric variable as a byte.

SEE ALSO jsePutByte

jseGetCurrentThisVariable

DESCRIPTION Get the current “this’ variable.

SYNTAX JseVari abl e
JseCont ext . j seCGet Current Thi sVari abl e();

COMMENTS Thisfunction is used to get the current “this” variable.
RETURN Returns the current “this” variable.
SEE ALSO jseGlobal Object

jseGetExternalLinkParameters

DESCRIPTION Get to the external link parameters structure.

SYNTAX JseExt er nal Li nkPar anet er s
JseCont ext . j seCet Ext er nal Li nkPar aneters();
COMMENTS Use this function to get the external link parameter structure. Use

the structure to temporarily change the options. Y ou must
remember to restore their original value.

RETURN JseExternal LinkParameters structure.
SEE ALSO jselnitializeExternalLink, jseTerminateExternal Link
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jseGetFileNameList

DESCRIPTION
SYNTAX

RETURN

Thisfunction returns alist of all files opened by the script.
String[]
JseCont ext . j seCet Fi | eNaneLi st () ;

An array of strings representing containing the names of source files
needed to run the script, null will be returned if there are no such
files.

jseGetFunction

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN

SEE ALSO
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Get a ScriptEase function variable.

JseVari abl e
JseCont ext . j seCet Functi on(JseVari abl e obj ect,
String functi onNane,
bool ean errorl fNot Found);
object - The object the function will be associated with. Use null to
associate the function with the global object.

functionName - A string containing the name of the ScriptEase
function you are searching for.

errorlfNotFound - If thisflag is set to true, an error message will
be displayed if the requested function can not be found.

This function gets a given ScriptEase Library function, or any other
function in the script being executed.

A JseVariable for the requested function. This function will cause a
temporary variable to be freed when the current context is ended,
such as when returning from awrapper function. To avoid the
temporary variable (e.g. not calling from awrapper or caling
frequently) use jseMemberEx(...jseCreateV ariable) and test that the
variable is afunction with jsel sFunction()

This function will return null if the requested function wasn't found.
jseCallFunction, jseCurrentFunctionName
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jseGetindexMember

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Get a JseVariable for a numerically indexed property.

JseVari abl e

JseCont ext . j seCet | ndexMenber (
JseVari abl e obj ect Vari abl e,
int index);

objectVariable - The jseVariable from which to get a property.
index - Theindex of the desired property.

This routine gets a JseVariable for an object property. This function
isintended for use with the numbered properties of array objects. To
get a property that is named with a string, use jseGetMember().

JseVariableisreturned or null if theindex isinvalid.

jseGetNextMember, jselndexMember, jseMember,
jseDeleteM ember, jseGetl ndexMemberEx

jseGetindexMemberEx

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Get a JseVariable of anumerically indexed object property.

JseVari abl e

JseCont ext . j seCet | ndexMemnber Ex(
JseVari abl e obj ectVari abl e,
i nt index
int flags);

objectVariable - The JseVariable of the object from which to get a
property.

index - Theindex of the desired property.

flags - see jseMemberEx in this chapter for flags.

This routine gets a JseVariable for an object property. This function
isintended for use with the numbered properties of objects. To get a
property that is named with a string, use jseGetMemberEx().

A JseVariableisreturned or null if the index isinvalid.

jseGetNextMember, jselndexMember, jseMember,
jselndexMemberEx, jseMemberEx, jseGetlndexMember,
jseGetMember, jseGetlndexM emberEx, jseGetMemberEx,
jseDeleteM ember

jseGetJavaObject
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DESCRIPTION
SYNTAX

COMMENTS

RETURN
SEE ALSO

Get the Java'Object’ variable associated with a JseVariable.

bj ect JseCont ext.jseCGet Javabj ect (

JseVari abl e var);
It is often useful to be able to associate an arbitrary Javaitem with a
JseVariable and later retrieve it. Thisis anologous to storing aC
pointer by casting it to an int. This function retrieves an Object
previously stored via jseSetJavaObject().

Remember, any Javaitem object of any type can be cast to an
(Object) and stored via this function. Cast it back to its original type
when you retrieve it with this function. Y ou can only store a Java
Object in aJseVariable that isitself of type jseTypeObject.

The Java Object stored with jseSetJavaObject.
jseSetJavaObyject.

jseGetToolkitApp

DESCRIPTION Returns the toolkit application object for this JseContext.

SYNTAX hj ect JseContext.jseCet Tool Ki t App()

RETURN Return the object passed to the jselntializeExternalLink call which
created this context.

SEE ALSO

jseGetLong

DESCRIPTION  Get the long value of a numeric variable.

SYNTAX i nt JseContext.jseGetLong(JseVariable variable );

PARAMETERS  variable - The ScriptEase variable to read.

COMMENTS Use this function to access the data of ajseTypeNumber variable,
cast to an integer value.

RETURN The value contained in the numeric variable as an integer.

SEE ALSO jsePutLong
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jseGetMember

DESCRIPTION Get a JseVariable for the property of a ScriptEase object.
SYNTAX JseVari abl e JseCont ext .| seGet Menber (

j seVariabl e objectVari abl e,

String Nane );

PARAMETERS  objectVariable - ThejseVariable to the object from which to get a
property. Use null to indicate the global variable. The prototype will
be searched.

Name - The name of the object property.

COMMENTS This routine gets a JseVariable for an object property.

RETURN A JseVariable to the requested object property, or null if the object
does not exist.

SEE ALSO jseGetNextMember, jseMember, jseDel eteMember

jseGetMemberEx

DESCRIPTION Get a JseVariable for a ScriptEase object property.

SYNTAX JseVari abl e

JseCont xt . j seGet Menber Ex(
JseVari abl e obj ectVari abl e,
String[] nane,
int flags );

PARAMETERS  objectVariable - The JseVariable of the object from which to get a
property. Use null to indicate the global variable.
Name - The name of the object property.
flags - see jseMemberEx in this chapter.

COMMENTS This routine gets a JseVariable of an object property.

RETURN A JseVariable for the requested object property, or null on failure.

SEE ALSO jseMemberEx, jseGetNextMember, jseMember, jseMemberEx,

jselndexMember, jselndexMemberEx, jseGetlndexMember,
jseGetlndexMemberEx, jseDeleteM ember
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jseGetNextMember

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN

SEE ALSO

Get the next property of an object.

JseVari abl e JseCont ext .| seGet Next Menber (

JseVari abl e obj ect Var,

JseVari abl e prevMenber Vari abl e,

String[] name );
objectVar - The JseVariable for the object from which to retrieve
properties. Use null to indicate the global variable.

prevMemberVariable - The previous object property. If thisis set
to null, the first member will be returned.

name - On return, the name of the object property that was returned
at name[0].

This function allows you to get all the properties of a ScriptEase
object variable by stepping through them one at atime. It isn't
necessary to know the names of the properties. In the first call, null
is provided as the previous property; the first property of the object
will be returned. This function will return al properties, even those
which have the JseDontEnum attribute set. Y ou should check each
variable’s propertiesif you want to ignore such numbers.

A JseVariable for the next object property. This value should be
used on subsequent calls to retrieve the next properties. When null is
returned, there are no more object properties.

jseGetMember, jseMember, jseDel eteM ember

jseGetString

DESCRIPTION
SYNTAX
PARAMETERS
COMMENTS

RETURN

SEE ALSO
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Get string data from a ScriptEase variable.
String JseContext.jseGetString (JseVariable variable);
variable - The ScriptEase variable to read.

Get string data from a variable. The returned data must not be
modified.

The datawill be ‘\0’-terminated, but this terminating ‘\O' character
is not considered part of the variable and not considered when
determining the variable length. Note also that ECM A Script strings
may contain embedded ‘\0'’s.

jseGetBuffer, jseGetWritableString, jseGetWritableBuffer,
jseCopyString, jseCopyBuffer, jsePutString, jsePutBuffer
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jseGetType

DESCRIPTION
SYNTAX

PARAMETERS
COMMENTS
RETURN

SEE ALSO

Get the type of a JseVariable.

i nt JseContext.jseGet Type(
JseVariable variable );

variable - The JseVariable whose type is being checked.
Thisfunction is used to determine the specified JseVariable's type.

The type of the variable passed as the argument. Valid types are
jseTypeUndefined, jseTypenull, jseTypeNumber, jseTypeString,
jseTypeBuffer, jseTypeObject, and jseTypeBoolean.

jseConvert, jseAssign

jseGetVariableName

DESCRIPTION

SYNTAX

PARAMETERS
COMMENTS

RETURN
SEE ALSO

Get the name of a script variable corresponding to the given

jseVariable.

String JseContext.jseGetVariabl eNane(
jseVariabl e vari abl eToFi nd);

variable - The variable you want to get.

This function gets the name of the variable corresponding to
variableToFind. For example, if thereis an error in executing the
script and you wish to inform the user that avariable is of the wrong
type, you can use this function to get the name of the variable asit is
referred to in the script.

trueif successful, falseif the variable was not found
jseGetType, jseGetFunctionName

jseGetWriteableBuffer

DESCRIPTION
SYNTAX

PARAMETERS
COMMENTS

RETURN
SEE ALSO

Get buffer datafrom aJseVariable.

byte[] JseContext.
jseCGet Witeabl eBuf fer(JseVariabl e vari abl e);

variable - The jseVariable handle to the buffer being accessed.

Get buffer data from avariable. Buffer data can have binary and \0'
charactersin the block.

The buffer data.
jseGetBuffer, jseGetString
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jseGetWriteableString

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Get string data from a ScriptEase variable.

String JseCont ext.
jseGet Witeabl eString(JseVariable vari abl e)

variable - The jseVariable handle to the string variable being
accessed.

Get string data from a ScriptEase variable. Since Java strings are
immutable, this funciton isidentical to jseGetString(). It is provided
for compatibility with the C API.

The string data contained in variable.
jseGetString, jseGetNumber

jseGlobalObject

DESCRIPTION
SYNTAX

COMMENTS
RETURN
SEE ALSO
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Get the current global object.

JseVari abl e
JseCont ext . j sed obal Qbj ect();

Thisfunction is used to get the current global object.
Returns a pointer to the current global object.
jseGetCurrentThisVariable
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jselndexMember

DESCRIPTION

SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Retrieve a numerically indexed variable from an object; create it if it
does not exist.

JseVari abl e. JseCont ext . j sel ndexMenber (
JseVari abl e obj ect Var,
int index,
int jseDataType);

objectVar - The abject to query.
index - Theindex of the variable to retrieve.
jseDataType - The type of the desired variable.

This function isintended to get the numbered properties of objects.
To get named properties, use jseMember().

The desired variable. If it does not exist it will be created.
jseGetlndexMember, jselndexM emberEX, jseGetlndexMemberEx

jselndexMemberEx

DESCRIPTION

SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Retrieve a variable from a numerically-indexed object; createit if it
does not exist.

JseVari abl e. JseCont ext

j sel ndexMenber Ex(j seVari abl e obj ect Var,
int index,
int type
int flags);

objectVar - The object to query.

index - Theindex of the variable to retrieve.
type - The type of the desired variable.
flags - see jseMemberEx in this chapter.

This function isintended to get the numbered properties of objects.
To get named properties, use jseMemberEx().

The desired variable. If it does not exist it will be created.
jselndexMember, jseGetlndexM ember, jseGetl ndexM emberEx
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jselnitializeEngine

DESCRIPTION
SYNTAX

COMMENTS

RETURN
SEE ALSO

This cal initializes the ScriptEase Interpreter Engine.
i nt
jselnitializeEngine();

Call this before any other call in the toolkit to initialize the
processor.

Returnsthe ID of the engine for version number verification.
jseTerminateEngine

jselnitializeExternalLink

DESCRIPTION
SYNTAX

PARAMETERS

68

Routineto initialize a ScriptEase context.

JseCont ext Jseli b;

jselnitializeExternal Li nk(object Tool kit Get Obj ect
JseExt er nLi nkPar aneters | i nkPar ns,
String gl obal Var Nane,
String accessKey);

ToolkitGetObject - The object that is contructing the context
should be the one that implements any of the Jse instances.

linkParms - this structure (jseExternalLinkParameters) contains the
user defined properties of the ISDK. They are described in full
below.

globalVarName - this parameter, a string, is the name you wish to
give the global object.

accessK ey - thisisthe key (supplied by Nombas) needed to activate
your copy of ScriptEase:Integration SDK. Javadoes not require a
key, but if you're using the JNI version, the key must be valid.

The jseExternalLinkParameters structure has this prototype:
String jsesecurecode;

int options;

jseSecureCode - Either afull file name and path or a block of
JavaScript code that performs the security checking. Set this
parameter to null if no security checking is needed.
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Options- thisisan or mask of the following flags. They define
how the interpreter treats variables.

jseDefault - Use this flag to use the system defaults.

jseOptRequireVarKeyword - Use thisflag if you want to
force your users to use the 'var' keyword when creating
variables.

jseOptRequireFunctionK eyword - Use thisflag if you want
to force your users to use the 'function' keyword when creating
functions.

jseOptDefaultL ocalVars - Usethisflag if you want variables
declared in alocal environment to be local, regardless of
whether the var keyword is used or not. (In JavaScript,
variables declared without the var keyword would normally be
global). If thereisalike-named global variable, instead of
creating alocal variable the global variable would be used.

jseOptDefaultCBehavior - If thisflag is defined, functions
will be treated asif they were created with the 'cfunction’
keyword, regardless of what keyword they were defined with.

jseOptWarnBadM ath - If thisflag is set, the interpreter will
notify you when you make illegal mathematical calculations
(such as dividing by zero). In JavaScript, dividing by zero
normally returns the value NaN and does not generate an error.

jseOptL enientConversion - this option causes variablesto
automatically be converted to the required type if possible,
instead of generating an error. With this option set the macro
JSE_VN_CONVERT() will always behave asif thefirst
parameter passed were JSSE_VN_ALL. The jsePutxxx()
functions will convert the variable to the required type. If you
areretrieving datafrom avariable, if the variable is not of the
correct type a copy of the variable will made, converted to the
correct type, and returned.

jseOptlgnor eExtraParameters - If thisoption is set, the
interpreter will ignore any parameters greater than the
maximum allowed for the function (specified in the Function
Descriptor table added to the context with jseAddLibrary().

RETURN returns a JseContext initialized with the values provided.
SEE ALSO jseGetExternalLinkParameters

jselnterpret
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DESCRIPTION
SYNTAX

PARAMETERS

70

Interpret a ScriptEase script

bool ean JseCont ext.j sel nterpret(

String sourceFile,

String sourceText,

byte[] pretokeni zedBuffer,

i nt j seNewCont ext Setti ngs,

i nt howTol nterpret,

JseCont ext | ocal Vari abl eCont ext,

JseVariable[] returnVar);
sour ceFile - This argument is a string of the filename and path to a
JavaScript file or null if you are interpreting JavaScript source from
memory.
sour ceText - Thisargument is either the text of the script to
interpret, or, if interpreting code from afile, the optional arguments
to pass to the script. If you do not need to use this parameter it
should be set to null.
pretokenizedBuffer - If you are interpreting code that has been
pretokenized with the jseCreateCodeT okenBuffer(), the code should
go here. Otherwise, set this parameter to null.
jseNewContextSettings - These flags specify which elements of the
jseContext about be created will be created new. Otherwise the
elements will be inherited from the current jseContext. Use one or
more of the following flags or'ed together:

jseNewNone - Do not create any new elements.
jseNewFunctions - Create new functions.

jseNewsSecurity - Reinitialize security before interpreting the
script.

jseAlINew - Create new elements for all categories (functions
will be inherited from the parent JseContext).

howTol nterpret - A flag to specify the method of interpretation.
Use one or more of the following, joined by a bitwise or (|):

JSE_INTERPRET_NO_INHERIT - Thisflag prevents global
variables from being passed to the new jseContext.

JSE INTERPRET_CALL_MAIN - Call main() after running
initialization code.

localVariableContext - This parameter is a JseContext or null. If
you are calling jselnterpret from within awrapper function, pass
jseContext.jsePreviousContext; otherwise pass null.

returnCode - If the function executes successfully (i.e., returns
true), on return thiswill contain the value returned by the JavaScript
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COMMENTS

RETURN

being executed. This variable must later be destroyed with
jseDestroyVariable(). If you don't need to use this value, passin null.
The return value will be cleaned up automatically.

This call isthe heart of the ScriptEase engine. After your ScriptEase
toolkit environment is set up, call this routine to interpret scripts.

true if the script was successfully executed, false if not.

jseinterpExec

DESCRIPTION
SYNTAX

COMMENTS
RETURN

Application Programming Interface

Interpret a ScriptEase script

JseCont ext
JseCont ext.j sel nterpret Exec();

See jselnterplnit() for adescription on using this function.

The context to pass to the next call to this function. null indicates
the script is done executing.
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jselnterpinit

DESCRIPTION
SYNTAX

COMMENTS

RETURN

72

Interpret a ScriptEase script

bool ean JseCont ext .
jselnterpret(String sourceFile,
string sourceText,
byte() pretokenizedBuffer,
i nt j seNewCont ext Setti ngs,
i nt howTol nt erpret,
JseCont ext | ocal Vari abl eCont ext,
JseVariable[] returnVar);

jselnterplnit(), jselnterpExec() and jselnterpTerm() provide an
aternative to jselnterpret() for interpreting scripts. The two systems
work in dightly different ways. jselnterpret() will call the

May| ContinueFunc defined in the JseContext before each script line
is executed.

With jselnterplnit() et al. you have more control over how the script
executes. jselnterplnit() initializes the script for interpretation. 1t
takes the same parameters as jselnterpret(). jsel nterplnit() returns a
new JseContext for the script, which is then passed to
jselnterpExec(). The script is executed through repeated callsto
jselnterpExec() taking this JseContext asits only parameter and
returning an updated JseContext that must be passed again to
jselnterpExec to execute successive lines. If there are no more lines
to execute, jselnterpExec() returns null. The MaylContinueFunc
will not be called.

When jsel nterpExec() returns null, the script has completed, and you
should call jselnterpTerm() to clean up the interpret. jselnterpTerm()
takes one parameter, the original JseContext passed to
jselnterplnit(), and not one of jseContexts returned from
jselnterplnit() or jselnterpExec(). See jselnterpret for a description
of parameters.

The context to use with jselnterpExec() the first time or null if some
error prevented the interpreting from being initialized..
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jseinterpTerm

DESCRIPTION

SYNTAX

COMMENTS
RETURN

SEE ALSO

Terminate a ScriptEase script interpretation session.

JseVari abl e JseCont ext.
jselnterpTerm);

See jselnterplnit() for adescription of using this function.

The variable returned as the result of the script. Y ou must destroy it
when you are done with it. null isreturned if there was an error
interpretting the script.

jselnterplnit, jsel nterpExec.

jselsFunction

DESCRIPTION

SYNTAX

PARAMETERS
COMMENTS

RETURN
SEE ALSO

Test whether avariable is a script or wrapper function registered
with the supplied JseContext.

bool ean JseCont ext . j sel sFuncti on(
JseVariabl e functionVariable );

functionVariable - The variable being tested.

This function tests whether functionVariable is aregistered
function or not. If functionVariable wasretrieved from a call to
jseGetFunction(), thistest is not necessary.

true if functionVariable is aregistered function; false if it is not.
jseCreateWrapperFunction, jselsLibraryFunction
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jselsLibraryFunction

DESCRIPTION Test whether a variable is awrapper function registered with the
supplied JseContext.

SYNTAX bool ean JseCont ext .
j sel sLi braryFuncti on(JseVari abl e
functionVariable );

PARAMETERS  functionVariable- The variable being tested.

COMMENTS This function tests whether functionVariableis a function added
with jseAddLibrary or not.

RETURN Returns true if the function was added with jseAddLibrary();
otherwise returns false.
SEE ALSO jseCreateWrapperFunction, jsel sFunction

jseLibErrorPrintf

DESCRIPTION Prints a string describing the error encountered and flags the
interpreter to quit execution.

SYNTAX voi d JseContext.jseLibErrorPrintf(string text);

PARAMETERS text - thetext of the error message.lf an error condition has already
been flagged, then this function performs no action.

COMMENTS The function sets the error flag for the JseContext and prints the
string. The string lets you supply information about why the error

occurred.
RETURN None.
SEE ALSO jseLibSetErrorFlag, jseLibSetExitFlag

jseLibSetErrorFlag

DESCRIPTION Mark the context as having encountered an error.
SYNTAX voi d JseContext.jseLi bSetErrorFl ag();

COMMENTS Use this function sets the error flag to indicate that an error
condition exists. The script will be terminated and any necessary
cleanup performed when the current wrapper function is exited.

SEE AL SO jseLibErrorPrintf, jseLibSetExitFlag
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jseLibSetExitFlag

DESCRIPTION Set the ScriptEase Lib exit flag.
SYNTAX voi d JseCont ext . seLi bSet Exi t Fl ag(
jseVariable exitVariable);

PARAMETERS  exitVariable- The valueto be returned by the script. Thisisthe
variable returned from jselnterpret.

COMMENTS Sets exit flag for this JseContext and saves exit variable. The script
will clean-up and exit on return from this wrapper function.

SEE ALSO jseLibErrorPrintf, jselibSetErrorFlag

JjseLocateSource
DESCRIPTION Get the file information for the currently running script.
SYNTAX String JseContext.jselLocateSource(
int[] I|ineNumber );

PARAMETERS  lineNumber -Holder for the current source file number.

COMMENTS Returns the name of the source file for the code currently being
executed, and sets lineNumber[Q] to the line number currently being
executed or parsed. If thereis no current file (as when interpreting a
string) null will be returned.

RETURN A string containing the name of the source file for the currently
executing code.

SEE ALSO jseBreakpointTest
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jseMember

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN

SEE ALSO

76

Get or create a JseVariable for a ScriptEase object property.

JseVari abl e JseCont ext .| seMenber (
JseVari abl e obj ect Var,
String nane,
int jseDataType)

objectVar - The object to get a property from.

name - The name of the object property.

jseDataType - This argument specifies the type of object property
variable that will be created if the variable does not aready exist.

Note: this function has been deprecated in version 4.03. Internally it
calls jseMemberEx() with the flags parameter set to jseDefault.

This routine gets a ScriptEase variable reference for an object's
property. Once the JseVariable reference is obtained, use the data
access functions to get the data. If the variable does not exist, it will
be created when it is read from or written to.

A JseVariable pointer to the requested object property, or null on
failure. If the property does not exist it will be created. Failure
means the interpreter ran out of memory.

jseMemberEx, jseGetMember, jseGetM emberEXx, jselndexMember,
jselndexMemberEx, jseGetNextMember, jseDeleteMember,
jseGetlndexM ember, jseGetl ndexM emberEx
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jseMemberEx

DESCRIPTION

SYNTAX

PARAMETERS

Get a ScriptEase variable reference to a ScriptEase structure

element.

JseVari abl e

JseCont ext . j seMenber Ex(JseVari abl e obj ect Var,

String Nane,
int Dtype
int flags)

objectVar - The object to get a property from.

name - The name of the object property.

DType - This argument specifies the type of object property
variable that will be created.
flags - this should be set to one (some or al?) of the following
(values OR'ed together):
jseCreateVar - If thisflag is set, then the variable returned
must be explicitly destroyed with jseDestroyVariable(). If this
flag is not specified then the variableis tracked internally, and
any variable returned from these functionsis added to alist of
variables to be destroyed when the current context is finished.
This can cause problems with long-running persistent contexts
because many temporary variables can be added without ever
being deleted.
jseDontCreateM ember - This only appliesto the member
functions. If the member does not exist and it is set, null is
returned instead of creating the member. Therefore,
j seGet Menber (j secont ext, var, nane)
isthe same as,
j seMenber Ex(j secont ext, var, nane, t ype,
j seDont Cr eat eMenber) .
jseDontSear chPrototype - This flag applies only to member
functions. The default isto search for any prototype of the
object not found in itself. This flag needs to be set to prevent
prototype searching.
jsel ockRead - Thisflag allows finer control over what the
returned variable looks like. By default, areferenceis returned.
If thisflag is set, the variableis retrieved once when the
function is called and should be only used for reading from that
point on. This flag and jseL ockWrite are mutually exclusive.
jselockWrite - Similar to jsel ockRead, but the variableis
locked for writing instead of reading.
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COMMENTS

RETURN

SEE ALSO

This routine gets a ScriptEase variable reference for an object's
property. Once the JseVariable reference is attained, use the data
access functions to get the data. If the variable does not exist, it will
be created.

A JseVariable for the requested object property, or null on failure. If
the property does not exist it will be created. Failure means the
interpreter ran out of memory.

jseGetMember, jseGetNextM ember, jseDel eteM ember

jseMemberWrapperFunction

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN

78

Attach a new object method to awrapper function.

JseVari abl e
JseCont ext . j seMenber W apper Functi on(
JseVari abl e obj ect Var
String functi onName
String);
or
Jseli braryFunction function,
int mnVariabl eCount,
int maxVari abl eCount ,
int varAttributes,
int funcAttri butes,
oj ect 1ibMoj);
objectVar - The object that the function is a method of. Use null to
make it a global function

functionName - isthe name of your function in a script. It should
be astring such as "GetString”. Y our users will refer to the function
by this name.

function - isthe name of the Java method (or an instance of an inner
class that implements JselibraryFunction) corresponding to the
function above.

This routine creates a function variable as an object method. It must
eventually be destroyed with jseDestroyVariable().

If successful, this returns the JseVariable created. If thereis not
enough system memory to create the variable (extremely unlikely),
null will be returned.
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jsePreDefineNumber

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Define a string alias for a ScriptEase number value.

voi d

JseCont ext . j sePr eDef i neNunber (
String findString,
doubl e repl acelL );

findString - String to match in source.

replacel - Number to substitute for findString when parsing source.
Y ou can use this function to override the #define statementsin a
script.

Use this routine to define afloat for use by interpreted scripts. When
parsing the ScriptEase source, any instance of findString (case
sensitive) that might otherwise refer to avariable is replaced with
the value for replacel .
Thisuse:

j secont ext . j sePreDefi neNunber ("PI", 3. 1415927) ;
issimilar to the script having this statement:

#define Pl 3.1415927

None.
jsePreDefinelong, jsePreDefineString
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jsePreDefineLong

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO
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Define a string dias for along-integer value.

voi d
JseCont ext . j sePreDef i neLong(
String FindString, int ReplacelL );

FindString - string to match in ScriptEase source.

Replacel - Integer to substitute for FindString when parsing
ScriptEase source.

Y ou can use this function to override the #define statementsin a
script.

Use this routine to define along for use by interpreted scripts. When
parsing the ScriptEase source, any instance of FindString (case
sensitive) that might otherwise refer to avariableis replaced with
the integer value for Replacel .

Thisuse:
Jsecont ext . j sePreDefi neLong("M LLI ON', 1000000) ;

issimilar to the ScriptEase source having a statement such as:
#define M LLI ON 1000000

None.
jsePreDefineNumber, jsePreDefineString
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jsePreDefineString

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Define a JavaScript string value.

voi d

JseCont ext . j sePreDefineStri ng(
String findString,
String replaceString );

FindString - string to match in source.

ReplaceString - String to substitute for findString when parsing
source. The replace string may be any sequence. Y ou can use this
function in your application to override the #define statementsin
any script it runs.

#define is used for text-replacement only, i.e. before the script is
interpreted, all instances of findString are replaced with
"replaceString," and the resulting text is interpreted as ScriptEase
code.

Use this routine to define a string for use by interpreted scripts.

When parsing the source, any instance of findString (case sensitive)

that might otherwise refer to avariable is replaced with
replaceString. This use:
j seCont ext . j sePreDefineString("VERSI ON_STR",
"Version 1.2.4 Beta");

is similar to the source having a statement such as:
#define VERSI ON_STR “Version 1.2.4 Beta”

None.
jsePreDefineNumber, jsePreDefinelong
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jsePush

DESCRIPTION Push a JseV ariable onto a JseStack.

SYNTAX voi d
JseCont ext . JsePush(JseSt ack j sest ack,

JseVari abl e var,
bool ean dest r oyWhenFi ni shed) ;
PARAMETERS  stack - The stack to receive the variable.
var - The JseVariable to push onto the stack.

destroyWhenFinished - A boolean flag, specifying whether or not
the JseVariable on the stack should be destroyed when the stack is
destroyed. Y ou only set thisto true if you are responsible for
destroying a variable and wish to get rid of this responsibility. For
instance, if you used jseCreateVariable() to construct avariable to
pass as a parameter. By telling this routine to destroy it when done,
you no longer have to worry about destroying it yourself.

COMMENTS This function pushes a JseV ariable onto the JseStack.
RETURN None.
SEE ALSO jseCreateStack, jseDestroyStack

jsePreviousContext
DESCRIPTION Retrieve the previous context.

SYNTAX JseCont ext
Jsecont ext. j sePrevi ousCont ext () ;
COMMENTS Given the current context, jsePreviousContext will find the previous

one. The previous context will be the one that represents the script
function that called the current function.

RETURN The previous ScriptEase context, or null if there wasn't one.
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jsePutBoolean

DESCRIPTION Put boolean datainto a JseVariable.
SYNTAX voi d
JseCont ext . j sePut Bool ean(JseVari abl e vari abl e,
bool ean val ue);
PARAMETERS  variable - The ScriptEase variable to write.
value - Valueto set the variable to; use true or false
COMMENTS Thisfunction is used to write datato ajseTypeBoolean variable.
RETURN None.
SEE ALSO jseGetBoolean
jsePutBuffer
DESCRIPTION Put buffer datainto a JseVariable.
SYNTAX void
JseContext.jsePutBuffer(JseVariable variable, byte[] data);
PARAMETERS  variable - The ScriptEase variable to write data to.
data - Pointer to buffer data.
COMMENTS This function writes datato ajseTypeBuffer variable.
RETURN None.
SEE ALSO jseGetBuffer, jseGetWritableBuffer
jsePutByte
DESCRIPTION Write datato avariable as a byte.
SYNTAX voi d
JseCont ext . j sePut Byt e(JseVari abl e vari abl e,
byte byteVal ue);
PARAMETERS variable - The ScriptEase variable to write.
byteValue - Value to which the variable is to be set.
COMMENTS Thisfunction is used to write data to a variable of jseTypeNumber.
RETURN None.
SEE AL SO jseGetNumber, jsePutNumber, jsePutLong
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jsePutNumber

DESCRIPTION Write numeric datato a JseVariable.

SYNTAX voi d
JseCont ext . j sePut Nunber (JseVari abl e vari abl e,
doubl e nunber);

PARAMETERS variable - The ScriptEase variable to write to.
number - Value to which the variable is to be set.

COMMENTS This function is used to write data to ajseTypeNumber variable.

RETURN None.

SEE AL SO jseGetNumber, jsePutlL ong, jsePutByte
jsePutLong

DESCRIPTION Write integer datato a JseVariable.

SYNTAX voi d

JseCont ext . j sePut Long(j seVari abl e vari abl e,
i nt | ongval ue);

PARAMETERS variable - The ScriptEase variable to write.
longvalue - Value to which the variable is set.

COMMENTS This function is used to write data to ajseTypeNumber variable.
RETURN None.
SEE AL SO jseGetLong
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jsePutString

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Write string to a JseVariable.

voi d
JseCont ext.j sePut String(JseVariabl e vari abl e,
String data);

variable - The ScriptEase variable to write.
data - Valueto set the variable to.

This function writes string datato ajseTypeString variable. The
length of the string will be assumed to be the extra string’s length. If
you wish to explicitly pass a string length, use jsePutStringL ength().

None.
jsePutStringLength, jseGetString, jseGetWritableString

jsePutStringLength

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

Write string to a ScriptEase variable.

voi d

JseCont ext . j sePut Stri ngLengt h(
JseVari abl e vari abl e,
String data,
si ze);

variable - The ScriptEase variable to write.

data - Vaueto set the variable to.

size - The length of the string in data.

This function writes string data to a jseTypeString variable.
None.

jsePutString, jseGetString, jseGetWritableString
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jseQuitFlagged

DESCRIPTION
SYNTAX

COMMENTS

RETURN

SEE ALSO

86

Check if current context has been flagged to terminate execution.

i nt

JseCont ext . j seQui t Fl agged() ;

Returns 0 if acall has not been made on this context to Exit
(jseLibSetExitFlag()), or to report an error via any of the error
reporting functions (jseLibSetErrorFlag() or jseLibErrorPrintf()). It
is not necessary to call these functions after the jseXXX library
functions, which include error status (if applicable) in their return
codes.

This function can be valuable during debugging (e.g., in assert()
statements) to ensure that the JseContext is valid. If you add
functions that may set the error or exit flags and that don't indicate
thisinformation in their return codes, or if you are not checking
return codes in some sections, then jseQuitFlagged() may be used.

Another use for this function is the case where your context may be
handled in a callback, so you can save the context in a global and
check later if there was a problem.

If your script should exit due to an exit flag or due to an error, then
this function will return one of the following non-0 (non-fal se)
values:
JSE_CONTEXT_ERROR // ERROR flag set
JSE_CONTEXT_EXI T I/ EXIT flag set
(0) if this context is not flagged for exit due acall to
jseLibSetExitFlag() or to an error call, else return reason for exit,
indicated by one of the values described above.

jseLibSetErrorFlag, jsel ibSetExitFlag, jselibErrorPrintf
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jseReturnNumber

DESCRIPTION Return a number from a ScriptEase wrapper function.

SYNTAX voi d
JseCont ext . j seRet ur nNunber (

doubl e nunber);

PARAMETERS  number - The numeric value to return.

COMMENTS Thisfunction is used to return a numeric value from a ScriptEase
wrapper function. If you call any of the jseReturnXX X () functions
again, the last call takes precedence. It creates a variable of type
jseTypeNumber, assigns the number to it, and makes that the return
from the wrapper function. It is not like ‘exit()’ in that your wrapper
function continues executing. Typically, acall to thisfunction isthe
last thing your wrapper function does before returning.

RETURN None.

SEE AL SO jseReturnLong, jseReturnVar

JseReturnLong

DESCRIPTION Return an integer from a ScriptEase wrapper function.

SYNTAX voi d
JseCont ext . j seRet ur nLong(

i nt | ongVal ue);

PARAMETERS longValue- The valueto return.

COMMENTS This function is used to return along value from a ScriptEase
wrapper function. If you call any of the jseReturnXX X () functions
again, the last call takes precedence. It creates a variable of type
jseTypeNumber, assigns the longValue to it, and makes that the
return from the wrapper function. It is not like ‘exit()’ in that your
wrapper function continues executing. Typically, acall to this
function is the last thing your wrapper function does before
returning.

RETURN None.

SEE ALSO jseGetLong
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jseReturnVar

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN
SEE ALSO

88

Returns ajseVariable from awrapper function.

Voi d

JseCont ext . j seRet urnVar (JseVari abl e vari abl e,
int jseReturnAction);

variable - The variable to be returned from this function.

retAction - Specifies how the variable to be returned shall be
treated once you are done using it. The return action can be one of
the following values:

jseRetTempVar - Thisis variable you own and are expected to
delete. By passing it along using this flag, you no longer have to
deleteit. You have passed ownership to the system and it will delete
it when it isfinished with it.

jseRetCopyToTempVar - Create anew variable, copy to that
variable (with jseAssign()), and then return that new variable to be
destroyed when it is popped. Don't return this variable; return the
copy. If you own this variable and are expected to delete it, you till
must do so.

jseRetK eepL Var - Thisissimilar to jseRetCopyToTempVar in that
you still own the variable and must delete if appropriate. It differsin
that no copy is made. If you change the variable (such as with
jseConvert()), the change will be reflected in the value returned
from the function.

This function is used to generate a return value from a ScriptEase
wrapper function. It will return the specified ScriptEase variable. If
you call any of the jseReturnX XX () functions more than once, the
last call takes precedence.

None.
jseReturnNumber, jseReturnLong
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jseSetAttributes

DESCRIPTION
SYNTAX

PARAMETERS

RETURN

Set the attributes of a JseVariable.

voi d

JseCont ext.j seSet Attri but es(
JseVari abl e vari abl e,
int jseAttributes);

variable - The variable to have its attributes updated.
attr - The attributes to be applied to variable.

The return action can be any of the following values OR’ed
together:

jseDefaultAttr - Standard ECMA Script behavior.

jseDontEnum - Ignore thise member during for...in enumerations
jseDontDelete - Cannot be deleted by the delete operator
jseReadOnly - Makes the variable read only.

jselmplicitThis - Puts the 'this variable in the scoping chain. This
only appliesto calling this member if it isin fact afunction.

jseGetAttribute

Application Programming Interface
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jseSetArrayLength

DESCRIPTION Set the length of a string, buffer or numerically-indexed object.

SYNTAX voi d
JseCont ext . j seSet ArrayLengt h(

JseVari abl e vari abl e,
int Mnlndex,
int |ength);

PARAMETERS variable - the ScriptEase variable for which the length will be set.
Minlndex - theindex value to use for the first element of the array.
Must be less than or equal to zero.
length - length of the string or buffer, or one greater than the
maximum numerically indexed property or an object. Must be
greater than or equal to zero.

COMMENTS This routine sets the length of a ScriptEase string, buffer, or
numerically-indexed object. This function will create new array
entries if they are needed, and destroy those that are no longer
needed, i.e., that are outside of the bounds of the new array.

RETURN None.

SEE ALSO jseGetArrayLength

jseSetJavaObject

DESCRIPTION Set the Java 'Object’ variable associated with ajseVariable.

SYNTAX voi d
JseCont ext . j seCGet Java(bj ect (JseVari abl e var, Obj ect
javaj);

COMMENTS This often useful to be able to associate an arbitrary Javaitem with a
JseVariable and later retrieveit. Thisis analogous to storing aC
pointer by casting it to anint. This function associates an Object
with a JseVariable. If an object was already associated, it is
replaced. Remember, any Java item object of any type can be cast to
an (Object) and stored viathis function. Y ou can only store a Java
Object in a JseVariable that itself of type jseTypeObject.

RETURN None.

SEE ALSO jseGetJavaObject.
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jseTellSecurity

DESCRIPTION
SYNTAX

PARAMETERS

COMMENTS

RETURN

Call the security routine defined for the jseContext.

bool ean

JseCont ext.jseTel | Security(JseVariable infoVar);
infoVar - The variable to be passed to the security filter. Y our
application and its security filter may use it however you choose.

This function will call the security manager's initialization routine
(i.e. the jseSecuritylInit() function); it is the only way your
application can directly interact with the security filter. Itis
provided so you can 'reinitialize' the security system, probably to
change the security level of the script.

Typically, you will use this when executing a particularly insecure
piece of code (such as a script received over the network) to
downgrade the security level, restoring it when the script completes.
The only parameter is any JseVariable.

returnstrue if there is a security filter, and falseif thereis not.

jseTerminateEngine

DESCRIPTION
SYNTAX

COMMENTS

RETURN
SEE ALSO

A call to terminate the ScriptEase Interpreter Engine.

voi d
j seLi b. jseTerm nat eEngi ne();

Call this function after all JseContext links have been terminated.
This function cleans up al the resources allocated and initialized by
jselnitializeEngine().

None.
jselnitializeEngine
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jseTerminateExternalLink

DESCRIPTION Terminate alink to a given jseContext.

SYNTAX voi d
JseCont ext . j seTer m nat eExt er nal Li nk();

COMMENTS Thisroutine is used to terminate the given JseContext. After this
call, any referencesto the supplied context are invalid and will
cause an error to occur.

RETURN None.

SEE ALSO jselnitializeExternalLink, jseGetExternal Linkparameters

jseVarNeed

DESCRIPTION Check the type of a given ScriptEase argument variable.

SYNTAX bool ean

JseCont ext . j seVar Need(
JseVari abl e vari abl e,
i nt jseVar Needed) ;

PARAMETERS  variable - The variable being checked for type.
need - Thetype of the argument you are trying to verify. It can be
one of the values specified in jseFuncVarNeed.

COMMENTS This function verifies that a function argument to a ScriptEase
wrapper function is of a given type.

RETURN True if the variable specified is of the type specified or can be
convented according to the flags described in jseFuncVarNeed. null
otherwise and a error message will have been called.

SEE ALSO jseGetVar, jseFuncVar, jseFuncVarNeed
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ScriptEase JavaScript Language

ScriptEase is a scripting or programming language that allows a computer user or
programmer to write simple scripts with tremendous power. The guiding principles for
ScriptEase are smplicity and power which add up to easy elegance in scripting. Scripts
are much easier to write and use than the source code for compiled languages such as
C++.

ScriptEase uses JavaScript, one of the most popular scripting language in today's world,
asits core language. In fact, ScriptEase uses the ECM A Script standard for JavaScript.
ECMAScript is the core version of JavaScript which has been standardized by the
European Computer Manufacturers Association and is the only standardization of
JavaScript. ScriptEase closely follows and will follow this standardized JavaScript.

ScriptEase is not limited to JavaScript, as good as it may be. ScriptEase has enhanced the
power of JavaScript by adding two objects, Clib and SElib, that have the power of the C
programming language. Indeed, ScriptEase implements a scripting version of C which
has the power of C in asimple scripting language. With the power of C readily available,
computer users or programmers are able to accomplish any tasks that they pursue. Both
JavaScript and C script can be intermingled in ScriptEase code, which allows scripters
flexibility, power, and simplicity.
The following line is a compl ete script which could be saved as a script file and run asa
program. The program simply displays a message, "A simple one line script,” on a
computer screen.

Screen.writeln("A sinple one line script")
The following code fragment® uses a more structured approach to accomplish the same
task. JavaScript and C share similar programming styles, such as the main() function
shown in this fragment.

function main()

Clib.puts("A sinple one line script");
}
A ScriptEase script may be written using a very straightforward scripting approach as
shown in the first example above, which is similar to the simple scripting of a DOS batch
file. A second line could be added to the single line as shown in the following fragment.

Screen.writeln("A sinple one line script")
Clib.puts("Now there are two |ines")

! "Code fragment" and "fragment" are used interchangeably. They both refer to lines

of script or code that perform some scripting or programming task. The lines of code
may or may not be complete scripts or programs.
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The example using the main() function could be expanded as follows.
function main()

{
Clib.puts("A sinple one line script");
Screen.writeln("Now there are two lines");

}

These examplesillustrate how easily ScriptEase can be used in a simple scripting mode
and how easily the power of functions can be put in a script, and not just the power of
functions, but the power of C. They show how easily JavaScript and C script can be
intermingled, since C isimplemented as a JavaScript object. Functions and other
programming concepts are explained in the following descriptions of the ScriptEase
language. A tutorial section providesillustrations of scriptsin addition to the example
code fragmentsin the text.

Most JavaScript, other than ScriptEase, is part of web browsers and is used while users
are connected to the Internet. Usually people are unaware that JavaScript is commonly
being executed on their computers when they are connected to various Internet sites. Not
only are they unaware, they are unable to write and execute scripts on their computers for
their own uses. ScriptEase stepsin at this point. Users do not have to be connected to the
Internet to use ScriptEase, as they must be with other JavaScript interpreters.

Whether the desire is to write a simple script to copy a document to a backup folder or to
write an entire data processing program, ScriptEase can do the job or any other job
desired. ScriptEase has joined JavaScript and C. Further, ScriptEase adds commands and
functions not available in standard implementations of either. In short, ScriptEase is the
most powerful and advanced scripting language available today, and it achieves its power
while gtill being simple to use.

The following sections of this manual will help you to start enjoying the power of
ScriptEase.

Basics

Case sensitivity

ScriptEase is case sensitive. A variable named "testvar" is a different variable than one
named "TestVar", and both of them can exist in a script at the same time. Thus, the
following code fragment defines two separate variables:

var testvar = 5

var Test Var "five"

All identifiersin ScriptEase are case sensitive. For example, to display the word "dog" on
the screen, the Screen.write() method could be used: Screen.write("dog"). But, if the
capitalization is changed to something like, Screen.Write("dog"), then the ScriptEase
interpreter generates an error message. Control statements and preprocessor directives are
also case senditive. For example, the statement "while" isvalid, but the word "While" is
not. The directive "#if" works, but the letters "# F" fail.
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Whitespace characters

Whitespace characters, space, tab, carriage-return and new-line, govern the spacing and
placement of text. Whitespace makes code more readable for humans, but isignored by
the interpreter2.

Lines of script end with a carriage-return, and each line is usually a separate statement.
(Technically, in many editors, lines end with a carriage-return and linefeed pair, "\r\n".)
Since the interpreter usually sees one or more whitespace characters between identifiers
as simply whitespace, the following ScriptEase statements are equivalent to each other:
var x=atb

var Xx = a + b

var x
var x

nouo
o]
+
(o

a
+ b

Whitespace separates identifiers into separate entities. For example, "ab" is one variable
name, and "ab" istwo. Thus, the fragment, "var a b = 2"isvalid, but "var ab = 2"
isnot.

Many programmers use all spaces and no tabs, because tab size settings vary from editor
to editor and programmer to programmer. By using spaces only, the format of a script
will ook the same on all editors. All scripts provided by Nombas with ScriptEase use
spaces only.

Comments

A comment istext in a script to be read by humans and not the interpreter which skips
over comments. Comments help people to understand the purpose and program flow of a
program. Good comments, which explain lines of code well, help people alter code that
they have written in the past or that was written by someone else.

There are two formats for comments: end of line comments and block comments. End of
line comments begin with two slash characters, "//". Any text after two consecutive slash
charactersisignored to the end of the current line. The interpreter begins interpreting text
as code on the next line. Block comments are enclosed within a beginning block
comment, "/*", and an end of block comment, "*/". Any text between these markersisa
comment, even if the comment extends over multiple lines. Block comments may not be
nested within block comments, but end of line comments can exist within block
comments.

2 The phrase, "the interpreter,” is used synonymously with, "the ScriptEase

interpreter.” ScriptEase, like JavaScript and many other popular languages, is an
interpreted language.
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The following code fragments are examples of valid comments:
/1 this is an end of |ine coment

/* this is a block comrent

This is one big coment bl ock.

/1 this coment is okay inside the bl ock
Isn't it pretty?

*/

var FavoriteAni mal = "dog"; // except for poodles

[/ This line is a comment but
var TestStr = "this line is not a cooment";

Expressions, statements, and blocks

An expression or statement is any sequence of code that performs a computation or an
action, such asthecode "var Test Sum = 4 + 3" which computes asum and assignsiit
to avariable. ScriptEase code is executed one statement at atime in the order in which it
isread. Many programmers put semicolons at the end of statements, although they are not
required. Each statement is usually written on a separate line, with or without semicolons,
to make scripts easier to read and edit.

A statement block is a group of statements enclosed in curly braces, "{}", which indicate
that the enclosed individual statements are a group and are to be treated as one statement.
A block can be used anywhere that a single statement can.

A while statement causes the statement after it to be executed in aloop. By enclosing
multiple statements in curly braces, they are treated as one statement and are executed in
the while loop. The following fragment illustrates:

whi | e( Ther eAreUncal | edNanesOnTheLi st () == True)

{
var name = Get NaneFr ontTheLi st ();
Cal | t hePer son( nane) ;
LeaveTheMessage() ;

}

All three lines after the while statement are treated as a unit. If the braces were omitted,
the while loop would only apply to the first line. With the braces, the script goes through
all lines until everyone on the list has been called. Without the braces, the script goes
through all names on the list, but only the last one is called. Two very different
procedures.

Statements within blocks are often indented for easier reading.
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Identifiers

Identifiers are merely names for variables and functions. Programmers must know the
names of built in variables and functions to use them in scripts and must know some rules
about identifiersto define their own variables and functions. The following rules are
simple and intuitive.

Identifiers may use only ASCI| letters, upper or lower case, digits, the underscore, *_",
and the dollar sign, "$". That is, they may use only characters from the following sets
of characters.

" ABCDEFGHI J KL MNOPQRSTUVWKYZ"
"abcdef ghi j kI mopqr st uvwxyz"
"0123456789"
" g
Identifiers may not use letters of the following characters.
"re<>@] =l * % ~2:{}; ()[]. " # "

Identifiers must begin with aletter, underscore, or dollar sign, but may have digits
anywhere else.

Identifiers may not have whitespace in them since whitespace separates identifiers for the
interpreter.

Identifiers may be aslong a programmer needs.

The following identifiers, variables and functions, are valid:
Sid

Nancy7436

annual Report

si d_and_nancy_prepar ed_t he_annual Report
$alice

Cal cul ateTot al ()

$Subt ract Less()

Di vi de$Al | ()

The following identifiers, variables and functions, are not valid:
1sid

2nancy

t hi s&t hat

Sid and Nancy

rat sAndCat s?

=Tot al ()

(M nus) ()

Add Both Figures()
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Prohibited identifiers

The following words have special meaning for the interpreter and cannot be used as
identifiers, neither as variable nor function names:

break case catch class const continue debugger

default delete do else enum export extends

False finally  for function  if import in

new NULL  return super switch this throw

True try typeof while with var void
Variables

A variableis an identifier to which data may be assigned. Variables are used to store and
represent information in a script. Variables may change their values, but literals may not.
For example, if programmers want to display a name literally, they must use something
like the following fragment multiple times.

Screen.writel n("Runpel stiltskin Henry Constantinople")

But they could use a variable to make their task easier, asin the following.

var Name = "Runpel stiltskin Henry Constantinople"

Screen. write( Nane)

Then they can use shorter lines of code for display and use the same lines of code
repeatedly by simply changing the contents of the variable Name.

Variable scope

Variablesin ScriptEase may be either global or local. Global variables may be accessed
and modified from anywhere in a script. Local variables may only be accessed from the
functions in which they are created. There are no absolute rules for preferring or using
global or local variables. Each type has merit. In general, programmers prefer to use local
variables when reasonable since they facilitate modular code that is easier to alter and
develop over time. It is generally easier to understand how local variables are used in a
single function than how global variables are used throughout an entire program. Further,
local variables conserve system resources.

To make alocal variable, declareit in afunction using the var keyword:
var perfect Nunber;

A value may be assigned to a variable when it is declared:

var perfectNumber = 28;

The default behavior of ScriptEase is that variables declared outside of any function or
inside a function without the var keyword are global variables. However, this behavior
can be changed by the DefaultL ocal Variables and RequireVarKeyword settings of the
#option preprocessor directive. Thisdirective is explained in the section on
preprocessing. For now, consider the following code fragment.
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var a = 1;
function main()

{
b =1,
var d = 3;
someFuncti on(d);
}
function soneFunction(e)
{
var ¢ = 2
}

In this example, a and b are both global variables, since ais declared outside of a
function and b is defined without the var keyword. The variables, d and ¢, are both local,
since they are defined within functions with the var keyword. The variable ¢ may not be
used in the main() function, since it is undefined in the scope of that function. The
variable d may be used in the main() function and is explicitly passed as an argument to
someFunction() as the parameter e. The following lines show which variables are
available to the two functions:

mai n(): a, b, d

sonmeFunction(): a, b, c, e

It is possible, though not usually a good idea, to have local and global variables with the
same name. In such a case, aglobal variable must be referenced as a property of the
global object, and the variable name used by itself refersto the local variable. In the
fragment above, the global variable a can be referenced anywhere in its script by using:
"global.a".

Functions

Functions are identified by names, as variables are. Functions perform script operations,
and variables store data. Functions do the work of a script and will be discussed in more
detail later. The reason they are mentioned hereis simply to point out that they have
identifiers, names, that follow the same rules for identifiers as variable names do.

Function scope

Functions are all global in scope, much like global variables. A function may not be
declared within another function so that its scope is merely within a certain function or
section of a script. All functions may be called from anywhere in a script. If it is helpful,
think of functions as methods of the global object. The following two code fragments do
exactly the same thing. Thefirst calls afunction, SumTwo(), as a function, and the
second calls SumTwo() as amethod of the global object.

/1 fragnent one

functi on SunTwo(a, b)

{
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return a + b

}

Screen.writel n(Sunfwo(3, 4))

/1 fragnent two
function Sunfwo(a, b)

{
}

Screen.writel n(gl obal . Sunifwo(3, 4))

return a + b

Data types

Datatypesin ScriptEase can be classified into three groupings: primitive, composite, and
special. In ascript, data can be represented by literals or variables. The following lines
illustrates variables and literals:

var TestVar = 14;

var aString = "test string";

The variable TestVar is assigned the literal 14, and the variable aString is assigned the
literal "test string". After these assignments of literal valuesto variables, the variables can
be used anywhere in a script where the literal values could to be used.

In the fragment above which defines and uses the function SumTwo(), the literals, 3 and
4, are passed as arguments to the function SumTwo() which has corresponding
parameters, aand b. The parameters, aand b, are variables for the function that hold the
literal values that were passed to it.

Data types need to be understood in terms of their literal representationsin a script and of
their characteristics as variables.

Data, inliteral or variable form, is assigned to a variable with an assignment operator
which is often merely an equal sign, "=" asthe following linesillustrate.

var happyVariable = 7;

var joyful Variable = "free chocol ate";

var theWrldl sFlat = True;

var happyToo = happyVari abl e;

Thefirst time avariable is used, itstype is determined by the interpreter, and the type
remains until alater assignment changes the type automatically. The example above
creates three variables, each of a different type. Thefirst isanumber, the second isa
string, and the third is a boolean variable. Variable types are described below. Since
ScriptEase automatically converts variables from one type to another when needed,
programmers normally do not have to worry about type conversions asthey do in
strongly typed languages, such as C.
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Primitive data types
Variables that have primitive data types pass their data by value, by actualy copying the
data to the new location. The following fragment illustrates:

var a "abc";
var b Ret ur nVal ue(a);

function ReturnVal ue(c)

{

}

After "abc" is assigned to variable a, two copies of the string "abc" exist, the original
literal and the copy in the variable a. While the function ReturnValue is active, the
parameter/variable ¢ has a copy, and three copies of the string "abc" exist. If ¢ were to be
changed in such a function, variable a, which was passed as an argument to the function,
would remain unchanged. After the function ReturnValue is finished, a copy of "abc" is
in the variable b, but the copy in the variable c in the function is gone because the
function is finished. During the execution of the fragment, as many as three copies of
"abc" exist at onetime.

return c;

The primitive data types are: Number, Boolean, and String.

Number

Integer

Integers are whole numbers. Decimal integers, such as 1 or 10, are the most common
numbers encountered in daily life. ScriptEase has three notations for integers: decimal,
hexadecimal, and octal.

Decimal

Decimal notation is the way people write numbers in everyday life and uses base 10
digits from the set of 0-9. Examples are:

1, 10, 0, and 999

var a = 101,

Hexadecimal

Hexadecimal notation uses base 16 digits from the sets of 0-9, A-F, and a-f. These digits
are preceded by Ox. ScriptEase is not case sensitive when it comes to hexadecimal
numbers. Examples are:

Ox1, 0x01, 0x100, Ox1F, O0x1f, OxABCD
var a = 0x1b2E;

Octal
Octal notation uses base 8 digits from the set of 0-7. These digits are preceded by 0.
Examples are:

00, 05, and 077
var a = 0143;

Floating point

Floating point numbers are numbers with fractional parts which are often indicated by a
period, for example, 10.33. Floating point numbers are often referred to as floats.
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Decimal

Decimal floats use the same digits as decimal integers but allow a period to indicate a
fractiona part. Examples are:

0.32, 1.44, and 99. 44
var a = 100.55 + .45;

Scientific

Scientific floats are often used in the scientific community for very large or small
numbers. They use the same digits as decimal s plus exponential notation. Scientific
notation is sometimes referred to as exponential notation. Examples are:

4,087e2, 4.087E2, 4.087e+2, and 4.087E-2
var a = 5.321e33 + 9. 333e-2;

Boolean

Booleans may have only one of two possible values: false or true. Since ScriptEase
automatically converts values when appropriate, Booleans can be used asthey arein
languages such as C. Namely, false is zero, and true is non-zero. A script is more precise
when it uses the actual ScriptEase values, false and true, but it will work using the
concepts of zero and not zero. When a Boolean is used in a numeric context, it is
converted to O, if itisfalse, and 1, if it istrue.

String

A String is a series of characters linked together. A string is written using quotation
marks, for example: "l amastring”, 'so am I', 'me too’, and "344". The string "344" is
different from the number 344. Thefirst isan array of characters, and the second isa

value that may be used in numerical calculations.

ScriptEase automatically converts strings to numbers and numbers to string, depending
on context. If anumber isused in astring context, it is converted to astring. If astring is
used in anumber context, it is converted to a numeric value. Automatic type conversion
is discussed more fully in alater section

Strings, though classified as a primitive, are actually a hybrid type that shares
characteristics of primitive and composite data types. Strings are discussed more fully a
later section.

Composite data types

Whereas primitive types are passed by value, composite types are passed by reference.
When a composite type is assigned to a variable or passed to a parameter, only a
reference that points to its data is passed.
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The following fragment illustrates.
var AnCbj = new bj ect;

AnQbj . name = "Joe";

AnQbj . ol d = ReturnName( AnObj )

functi on ReturnName( Cur Qoj)
{

}

After the object AnObj is created, the string "Joe" is assigned, by value since a property is
avariable within an Object, to the property AnObj.name. Two copies of the string " Joe"
exist. When AnObj is passed to the function ReturnName, it is passed by reference.
CurObj does not receive a copy of the Object, but only areference to the Object. With
this reference, CurObj can access every property and method of the original. If
CurObj.name were to be changed while the function was executing, then AnObj.name
would be changed at the same time. When AnObj.old receives the return from the
function, the return is assigned by value, and a copy of the string "Joe" transferred to the
property. Thus, AnObj holds two copies of the string "Joe": one in the property .name and
one in the property .old. Three total copies of "Joe" exist, counting the original string
literal.

Two commonly used composite data types are: Object and Array.
Object

An object is a compound data type, consisting of one or more pieces of data of any type
which are grouped together in an object. Data that are part of an object are called
properties of the object. The Object datatype is similar to the structure data typein C and
in previous versions of ScriptEase. The object data type also alows functions, called
methods, to be used as object properties. Indeed, in ScriptEase, functions are considered
to belike variables. But for practical programming, think of objects as having methods,
which are functions, and properties, which are variables and constants.

Objects and their characteristics are discussed more fully in alater section.

Array

An array isaseries of data stored in avariable that is accessed using index numbers that
indicate particular data. The following fragmentsillustrate the storage of the datain
separate variables or in one array variable:

return Cur Qbj . nane

var Test0 = "one";
var Testl = "two";
var Test2 = "three";

var Test = new Array;

Test[0] = "one";
Test[1] = "two";
Test[2] = "three";

After either fragment is executed, the three strings are stored for later use. In the first
fragment, three separate variables have the three separate strings. These variables must be
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used separately. In the second fragment, one variable holds all three strings. This Array
variable can be used as one unit, and the strings can be accessed individually. The
similarities, in grouping, between Arrays and Objects is more than slight. In fact, Arrays
and Objects are both objects in ScriptEase with different notations for accessing
properties. For practical programming, Arrays may be considered as a data type of their
own.

Arrays and their characteristics are discussed more fully in alater section.

Special values

undefined

If avariableis created or accessed with nothing assigned to it, it is of type undefined. An
undefined variable merely occupies space until avaueis assigned to it. When avariable
isassigned avalue, it is assigned a type according to the value assigned. Though
variables may be of type undefined, there is no literal representation for undefined.
Consider the following invalid fragment.
var test;
if (typeof test == "undefined")

Screen.writeln("test is undefined")
After var test isdeclared, it is undefined since no value has been assigned to it. But, the
test, "t est == undefi ned", isinvalid because there is no way to literally represent
undefined.

NULL
NULL isaspecial datatype that indicatesthat a variable is empty, a condition that is
different from being undefined. A null variable holds no value, though it might have
previously. The null type is represented literally by the identifier, null. Since ScriptEase
automatically converts data types, null is both useful and versatile. The code fragment
above will work if "undefined" is changed to "null", as shown in the following:
var test = null;
if( test==null )

Screen.writeln("It is null.");
Since null has aliteral representation, assignments like the following are valid:
var test = null;

Any variable that has been assigned a value of null can be compared to the null literal.

NaN

The NaN type means "Not a Number". NaN is merely an acronym for the phrase.
However, NaN does not have aliteral representation. To test for NaN, the function,
isNaN(), must be used, as illustrated in the following fragment:
var Test = "a string";
if (isNaN(parselnt(Test)))

Screen.writeln("Test is Not a Number");
When the parselnt() function triesto parse the string "a string" into an integer, it returns
NaN, since "astring" does not represent a number like the string "22" does.
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Number constants

Several numeric constants can be accessed as properties of the Number object, though
they do not have aliteral representation.

Constant Value Description
Number.MAX_VALUE | 1.7976931348623157e+308 | Largest number (positive)
Number.MIN_VALUE 2.2250738585072014e-308 | Smallest positive non-zero

value
Number.NaN NaN Not a Number
Number.POSITIVE_IN Infinity Number above
FINITY MAX_VALUE
Number.NEGATIVE | Infinity Number below
NFINITY MIN_VALUE

Automatic type conversion

When avariable is used in a context where it makes sense to convert it to a different type,
ScriptEase automatically converts the variable to the appropriate type. Such conversions
most commonly happen with numbers and strings. For example:

"dog" + "house" == "doghouse" // two strings are joined
"dog" + 4 == "dog4" /1 a nunber is converted

4 + "4" == "44" /1l to a string

4 + 4 == /1 two numbers are added

23 - "17" == /1 a string is converted to a nunber

Converting numbers to stringsis fairly straightforward. However, when converting
strings to numbers there are several limitations. While subtracting a string from a number
or anumber from a string converts the string to a number and subtracts the two, adding
the two converts the number to a string and concatenates them. String always convert to a
base 10 number and must not contain any characters other than digits. The string "110n"
will not convert to a number, because the ScriptEase interpreter does not know what to
make of the "n" character.

Y ou can specify more stringent conversions by using the global methods, parselnt() and
parseFloat() methods. Further, ScriptEase has many global functionsto cast dataas a
specific type, functions that are not part of the ECMA Script standard. These functions are
described in the section on global functions that are specific to ScriptEase.
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Properties and methods of basic data
types

The basic data types, such as Number and String, have properties and methods assigned
to them that may be used with any variable of that type. For example, all String variables
may use al String methods.

The properties and methods of the basic data types are retrieved in the same way as from
objects. For the most part, they are used internally by the interpreter, but you may use

them if choose. For example, if you have a numeric variable called number and you want
to convert it to a string, you can use the .toString() method as illustrated in the following

fragment.
var n = 5
var s = n.toString()

After this fragment executes, the variable n contains the number 5 and the variable s
contains the string "5".

The following two methods are common to all variables.

toString()

This method returns the value of a variable expressed as a string.

valueOf()

This method returns the value of avariable.

Operators

Mathematical operators
Mathematical operators are used to make calculations using mathematical data. The
following sections illustrate the mathematical operators in ScriptEase.

Basic arithmetic
The arithmetic operators in ScriptEase are pretty standard.

= assi gnnent assigns a value to a variable
+ addi tion adds two numbers

- subtraction subtracts a nunber from anot her
* nmul tiplication mul tiplies two nunbers

/ di vi si on di vi des a nunber by anot her

% nodul o returns a remai nder after division

The following are examples using variables and arithmetic operators.

var i;

i = 2; i is now 2

i =i + 3 i is now 5, (2+3)

i =i - 3 i is now 2, (5-3)
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i =i * b i is now 10, (2*5)

i =i/l 3 i is now 3, (10/3) (the renminder is ignored)
i = 10; i is now 10

i =i %3; i is now 1, (10%3)

Expressions may be grouped to affect the sequence of processing. All multiplication and
division is calculated for an expression before addition and subtraction unless parentheses
are used to override the normal order. Expressions inside parentheses are processed first,
before other calculations. In the following examples, the information inside square
brackets, "[]," are summaries of calculations provided with these examples and not part of
the calculations.

Notice that:

4% 7. 5% 3 [28- 15 = 13]

has the same meaning, due to the order of precedence, as:

(4 *7) - (5* 3); [28 - 15 = 13]

but has a different meaning than:

4 % (7 -5) * 3, [4* 2 3 =24]

which is gtill different from:

4 * (7 - (5* 3)); [4* -8=-32]

The use of parenthesesis recommended in all cases where there may be confusion about
how the expression isto be evaluated, even when they are not necessary.

Assignment arithmetic

Each of the above operators can be combined with the assignment operator, =, asa
shortcut for performing operations. Such assignments use the value to the right of the
assignment operator to perform an operation with the value to the left. The result of the
operation is then assigned to the value on the | eft.

= assi gnnent assigns a value to a variable
+= assign addition adds a value to a variable
-= assign subtraction subtracts a value froma variable
*= assign multiplication nmultiplies a variable by a
val ue
/= assi gn division di vides a variable by a value
% assi gn renai nder returns a remnmi nder after
di vi si on
The following lines are examples using assignment arithmetic.
var i;
i =2 i is now 2
i += 3; i is now 5, (2+3) sane as i =i + 3
i -=3; i is now 2, (5-3) same as i =i - 3
i *=5; i is now 10, (2*5) same as i =i * 5
i /=3 i is now 3.333, (10/3) same as i =i / 3
i = 10; i is now 10
i % 3; i is now 1, (1093) sane as i =i %3

Auto-increment (++) and auto-decrement (--)
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To add or subtract one, 1, to or from avariable, use the auto-increment, ++, or
auto-decrement, --, operator. These operators add or subtract 1 from the value to which
they are applied. Thus, "i ++" isashortcut for "i += 1", which isashortcut for

=i+ 1t

These operators can be used before, as a prefix operator, or after, as a postfix operator,
their variables. If they are used before avariable, it is altered beforeitisusedin a

statement, and if used after, the variable is altered after it is used in the statement. The
following lines demonstrates prefix and postfix operations.

Bit operators
ScriptEase contains many operators for operating directly on the bitsin a byte or an
integer. Bit operations require a knowledge of bits, bytes, integers, binary numbers, and
hexadecimal numbers. Not every programmer needs to or will choose to use bit

i =4,i is 4
j o= 4+ j is 5 1iis 5 (i was increnented before use)
j =0+ j is b5 i is 6 (i was increnmented after use)
j o=--i; j is b5 iis b (i was decrenented before use)
j o =i--; j is 5 i is 4 (i was decrenmented after use)
i ++; i is 5 (i was increnented)

operators.

<< shift left i =i << 2

<<= assi gnnment shift left i <<= 2;

>> shift right =i >> 2

>>= assi gnnment shift right i >>= 2;

>>> shift left with zeros =i >>> 2

>>>= assi gnnent shift left i >>>= 2
with zeros

& bitw se and i =i &1

&= assi gnnent bitw se and i &= 1;

| bitwi se or =i ] 1

| = assi gnment bitw se or i =1

n bi tw se xor, exclusive i =i "1
or

N= assi gnnent bitw se xor, i =1

excl usive or

~ Bi twi se not, conpl ement i = ~i;

Logical operators and conditional expressions

Logical operators compare two values and evaluate whether the resulting expression is
false or true. A variable or any other expression may be false or true. An expression that
does a comparison is called a conditional expression.

Logical operators are used to make decisions about which statementsin a script will be
executed, based on how a conditional expression evaluates. As an example, suppose that
you are designing a simple guessing game. The computer thinks of a number between 1
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and 100, and you guess what it is. The computer tells you if you are right or not and
whether your guessis higher or lower than the target number. This procedure uses the if
statement, which isintroduced in the next section. Basically, if the conditional expression
in the parenthesis following an if statement is true, the statement block following the if
statement is executed. If false, the statement block is ignored, and the computer continues
executing the script at the next statement after the ignored block.

The script might have a structure similar to the one following, in which GetTheGuess() is
afunction that gets your guess.

var guess = CGetTheGuess(); //get the user input

if (guess > target_nunber)

{
}

if (guess < target_nunber)

{
}

if (guess == target_numnber)

guess is too high...

guess is too low. ..

you guessed the nunber!...

Thisexampleissimple, but it illustrates how logical operators can be used to make
decisions in ScriptEase.
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Thelogical operators are:

! not reverses an expression. If (a+b) istrue, then
! (a+b) isfalse.
&& | and trueif, and only if, both expressions are true.

Since both expressions must be true for the
statement as awholeto be true, if the first
expression is false, there is no need to evaluate
the second expression, since the whole
expression is false.

[l |or trueif either expression istrue. Since only one
of the expressions in the or statement needs to
be true for the expression to evaluate as true, if
the first expression evaluates as true, the
interpreter returns true and does not bother
with evaluating the second.

== | equality true if the values are equal, otherwise false. Do
not confuse the equality operator, ==, with the
gnment operator, =.

'= | inequality | trueif thevauesare not equal, else false.

< less than a<bistrueif aislessthan b.

> greater a>bistrueif ais greater than b.
than

<= | lessthan a<=histrueif aislessthan or equal to b.
or equal to

>= | greater a>=bistrueif aisgreater than b.
than or
equal to

Remember, the assignment operator, =, is different than the equality operator, ==. If you
use one equal sign when you intend two, your script will not function the way you want it
to. Thisis acommon pitfall, even among experienced programmers. The two meanings
of equal signs must be kept separate, since there are times when you have to use them
both in the same statement, and there is no way the computer can differentiate them by
context.

typeof operator

The typeof operator provides away to determine and to test the data type of avariable
and may use either of the following notations, with or without parentheses.

var result = typeof variable
var result = typeof (variable)
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After either line, the variable result is set to a string that is represents the variable's type:

"undefined", "boolean", "string", "object”, "number", "function" or "buffer".

Flow decisions statements

This section describes statements that control the flow of a program. Use these statements
to make decisions and to repeatedly execute statement blocks.

if
Theif statement is the most commonly used mechanism for making decisionsin a
program. It allows you to test a condition and act on it. If an if statement finds the
condition you test to be true, the statement or statement block following it are executed.
The following fragment is an example of an if statement.
if ( goo < 10)
{

}

Screen.write("goo is snmaller than 10\ n");

else

The else statement is an extension of the if statement. It allows you to tell your program
to do something else if the condition in the if statement was found to be false. In
ScriptEase code, it looks like the following.

if ( goo < 10)

Screen.write("goo is smaller than 10\ n");

}

el se

{

}
To make more complex decisions, else can be combined with if to match one out of a
number of possible conditions.

Screen.write("goo is not smaller than 10\n");
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The following fragment illustrates using else with if.
if ( goo < 10)
{

Screen.write("goo is less than 10\n");
if ( goo <0)
{

Screen.write("goo is negative; so it's less than 10\n");

elseif ( goo > 10 )
Screen.write("goo is greater than 10\n");
el se

Screen.write("goo is 10\n");

while

The while statement is used to execute a particular section of code, over and over again,
until an expression evaluates as false.
whil e (expression)

{
}

When the interpreter comes across a while statement, it first tests to see whether the
expression istrue or not. If the expression is true, the interpreter carries out the statement
or statement block following it. Then the interpreter tests the expression again. A while
loop repeats until the test expression evaluates to fal se, whereupon the program continues
after the code associated with the while statement.

The following fragment illustrates a while statement with atwo lines of codein a
statement block.
whi | e( ThereAreUncal | edNanesOnTheLi st () != fal se)

DoSonet hi ng() ;

{
var name=GCGet NaneFr oniTheli st () ;
SendEnai | (nane) ;
}
do {...} while

The do statement is different from the while statement in that the code block is executed
at least once, before the test condition is checked.

var value = 0;

do

{

val ue++;
ProcessDat a(val ue) ;
} while( value < 100 );
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The code used to demonstrate the while statement could also be written as the following
fragment.

do

{

var name = Get NaneFrontTheLi st ();
SendEnmi | ( nane)
} while (nanme != ThelLast NaneOnTheList());

Of coursg, if there are no names on the list, the script will run into problems!

for

The for statement is a specia looping statement. It allows for more precise control of the
number of times a section of code is executed. The for statement has the following form.

for ( initialization; conditional; |oop_expression)
{

st at ement
}

Theinitialization is performed first, and then the expression is evaluated. If theresult is
true or if thereis no conditional expression, the statement is executed. Then the
loop_expression is executed, and the expression is re-evaluated, beginning the loop again.
If the expression evaluates as false, then the statement is not executed, and the program
continues with the next line of code after the statement. For example, the following code
displays the numbers from 1 to 10.

for(var x=1; x<l11; x++)

{

}
None of the statements that appear in the parentheses following the for statement are
mandatory, so the above code demonstrating the while statement would be rewritten this
way if you preferred to use afor statement:

for('; ThereAreUncalledNamesOnThelList() ;)

{

Screen.write(x);

var nanme=Get NarmeFr onTThelLi st () ;
SendEnai | (nane)

}
Since we are not keeping track of the number of iterations in the loop, thereis no need to
have an initialization or loop_expression statement. Y ou can use an empty for statement
to create an endless loop:
for(;;)
{

//the code in this block will repeat forever,
//unl ess the program breaks out of the for |oop sonehow.

}

ScriptEase JavaScript 113



break

Break and continue are used to control the behavior of the looping statements: for, while,
and do. The break statement terminates the innermost loop of for, while, or do statements.
The program resumes execution on the next line following the loop. The following code
fragment does nothing but illustrate the break statement.

for(;:)

br eak;
}
The break statement is also used at the close of a case statement, as shown below.

continue

The continue statement ends the current iteration of aloop and begins the next. Any
conditional expressions are reevaluated before the loop reiterates.

switch, case, and default

The switch statement makes a decision based on the value of a variable or statement. The
switch statement follows the following format:
switch( switch_variable)

{

case val uel:
statenent 1
br eak;

case val ue2:
st at enent 2

br eak;
defaul t:
def aul t _st at enent
}
The variable switch_variable is evaluated, and then it is compared to all of the valuesin
the case statements (valuel, value2, . .., default) until a match is found. The statement

or statements following the matched case are executed until the end of the switch block is
reached or until a break statement exits the switch block. If no match is found, the default
statement is executed, if thereis one.

114 ScriptEase:ISDK/C



For example, suppose you had a series of account numbers, each beginning with a letter
that determines what type of account it is. Y ou could use a switch statement to carry out
actions depending on that first |etter. The same task could be accomplished with a series
of nested if statements, but they require much more typing and are harder to read.
switch ( key[0] )
{
case 'A:

Screen.write("A"); //handle "A accounts...

br eak;
case 'B':

Screen.wite("B"); //handle 'B accounts...

br eak;
case 'C:

Screen.write("C'); //handle 'C accounts...

br eak;

def aul t:

Screen.wite("lnvalid account number.\n");

br eak;

}

A common mistake isto omit a break statement to end each case. In the preceding
example, if the break statement after the Screen.write("B") statement were omitted, the
computer would print both "B" and "C", since the interpreter executes commands until a
break statement is encountered.

goto and labels
Y ou may jump to any location within a function block by using the goto statement. The
syntax is:
goto LABEL;

where LABEL is an identifier followed by a colon (;). The following code fragment
continuously prompts for a number until a number lessthan 2 is entered.

begi nni ng:

Screen.write("Enter a nunber less than 2:")
var x = getche(); //get a value for x
if (a>=2)

got o begi nni ng;
Screen.wite(a);

Asarule, goto statements should be used sparingly, since they make it difficult to track
program flow.
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Conditional operator ? :

The conditional operator provides a shorthand method for writing else statements. It is
harder to read than conventional if statements, and so is generally used when the
expressions in the if statements are brief. The syntax is:

test _expression ? expression_if_true : expression_if_false

First, test_expression is evaluated. If test_expression istrue, then expression_if _trueis
evaluated, and the value of the entire expression replaced by the value of

expression _if true. If test_expression isfalse, then expression_if falseisevaluated, and
the value of the entire expression is that of expression_if false.

The following fragment illustrates the use of the conditional operator.

foo =( 5<6) ? 100 : 200; // foo is set to 100
Screen.write("Nane is " + ((null==nanme) ? "unknown" : nane));
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Functions

A function is an independent section of code that receives information from a program
and performs some action with it. Once a function has been written, you do not have to
think again about how to perform the operationsin it. Just call the function, and let it
handle the work for you. Y ou only need to know what information the function needs to
receive, that is, the parameters, and whether it returns a value to the statement that called
it.

Screen.write() is an example of afunction which provides an easy way to display
formatted text. It receives a string from the function that called it and displays the string
on the screen. Screen.write isavoid function, meaning it has no return value.

In JavaScript, functions are considered a data type, evaluating to whatever the function's
return value is. Y ou can use a function anywhere you can use avariable. Any valid
variable name may be used as a function name. Like comments, using descriptive
function names helps you keep track of what is going on with your script.

Two rules set functions apart from the other variable types: instead of being declared with
the "var" keyword, functions are declared with the "function" keyword, and functions
have the function operator, "()", following their names. Datato be passed to afunctionis
included within these parentheses.

Several sets of built-in functions are included as part of the ScriptEase interpreter. These
functions are described in this manual. They are interna to the interpreter and may be
used at any time. In addition, ScriptEase ships with a number of external libraries or .jsh
files. External libraries must be explicitly included in your script to use the functionsin
them. See the description of the #include preprocessor directive.

ScriptEase allows you to have two functions with the same name. The interpreter uses the
function nearest the end of the script, that is, the last function to load is the one to be
executed when the function name is called. By taking advantage of this behavior, you can
write functions that supersede the ones included in the interpreter or .jsh files.

Function return statement

The return statement passes a value back to the function that called it. Any codein a
function following the execution of areturn statement is not executed.

functi on Doubl eAndDi vi deBy5( a)

{

}

return (a*2)/5
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Here is an example of a script using the above function.
function main()

{
var a = Doubl eAndDi vi deBy5(10) ;
var b = Doubl eAndDi vi deBy5( 20) ;
Screen.write(a + b);

}

This script displaysl12.

Passing variables to functions

JavaScript uses different methods to pass variables to functions, depending on the type of
variable being passed. Such distinctions ensure that information gets to functions in the
most complete and logical ways.

Primitive types, namely, Strings, numbers, and Booleans, are passed by value. The value
of theses variables are passed to afunction. If afunction changes one of these variables,
the changes will not be visible outside of the function where the change took place.

Composite types, Objects and Arrays, are passed by reference. Instead of passing the
value of the object, that is, the values of each property, areference to the object is
passed. The reference indicates where in a computer's memory that values of an object's
properties are stored. If you make a change in a property of an object passed by reference,
that change will be reflected throughout in the calling routine.

Function properties -- arguments|]

The arguments[] property is an array of all of the arguments passed to a function. The
first variable passed to afunction isreferred to as arguments[ 0], the second as
arguments[1], and so forth.

The most useful aspect of this property isthat it allows you to have functions with an
indefinite number of parameters. Here is an example of afunction that takes a variable
number of arguments and returns the sum of them all.

function SumAll ()

{
var total = O;
for (var ssk = 0; ssk < SumAl|l.argunents.|ength; ssk++)
total += SumAll.argunents[ssk];
return total;
}
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Function recursion

A recursive function is afunction that callsitself or that calls another function that calls
the first function. Recursion is permitted in ScriptEase. Each call to afunction is
independent of any other call to that function. (See the section on variable scope.) Be
aware that recursion has limits. If afunction calls itself too many times, a script will run
out of memory and abort.

Do not worry if recursion is confusing, since you rarely have to useiit. Just remember that
afunction can call itself if it needs to. For example, the following function, factor(),
factors anumber. Factoring is an ideal candidate for recursion because it is a repetitive
process where the result of one factor is then itself factored according to the samerules.
function factor(i) //recursive function to print all factors of i,

{/1 and return the nunber of factors in i
if (2<=1i)

for ( var test = 2; test <=1i; test++ )
if (0==(i %test) )

/1 found a factor, so print this factor then call
/1 factor() recursively to find the next factor
return( 1 + factor(i/test) );

}
}

/1 if this point was reached, then factor not found
return( 0);

Error checking for functions
Some functions return a special value if they fail to do what they are supposed to do. For
example, the Clib.fopen() method opens or creates afile for a script to read from or write
to. But suppose that the computer is unable to open afile. In such a case, the Clib.fopen()
method returns null.

If you try to read from or write to afile that was not properly opened, you get al kinds of
errors. To prevent these errors, make sure that Clib.fopen() does not return null when it
tries to open afile. Instead of just calling Clib.fopen() as follows:

var fp = dib.fopen("nyfile.txt", "r");

check to make sure that null is not returned:

if (null == (var fp = dib.fopen("nyfile.txt", "r")))

{

}
Y ou may abort a script in such acase, but at least you will know why. See the section on
the Clib object.

The main() function

ErrorMsg("dib.fopen returned null");
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If ascript has afunction called main(), it is the first function executed. (For more
information on what takes place when a script is run, see the section on running a script.)
Other than the fact that main() is the first function executed, it is like other functions. If
the main() function returns a value, that value is returned to the operating system or
whatever process called the script.

The main() function automatically receives two parameters, which, by convention, are
called argc and argv. The parameter argc, argument count, is the number of parameters
passed to the script and the parameter argv is an array of strings, with each element being
one of the parameters. The first element, argv[0], of this array is always the name of the
script, thusif argc == 1, then no variables were passed to a script.

Arguments are passed to a script as parameters when it is called from a command line as
illustrated in the following line.
sewi n32. exe jseedit.jse docunent.txt

In the example above, argc == 2, argv[0] == "jseedit.jse" and argv[1] == "document.txt".

The cfunction keyword

The cfunction keyword defines a function whose behavior is somewhat different than that
of standard functions. In a cfunction, variables and operators behave more as they would
in C, specifically in the ScriptEase implementation of C as a scripting language. The
cfunction is provided for the convenience of C programmers who are used to the way the
C language handles functions and variables and for those situations in which the
underlying logic of Cis more efficient for a particular procedure.

Y ou can change the contents of strings or parts of them by assigning a new character
value to a element of a character array. For example:

var string = "file"

string[0] ="'m

This fragment creates a string containing the word "mile".

Array arithmetic

If you try to add a number to a string, instead of converting the number to a string and
concatenating the two, the starting point of the string will be shifted forward by the
number of charactersin number.

For example, the statement:

"This is a test" + 3

evaluatesto "Thisisatest3", in a standard JavaScript. In a cfunction, however, this
statement evaluatesto "sis atest”. The starting point of the string has been shifted by
three, so that string[0] isnow 'S instead of 'T'. The 'T', 'h', and 'i' of the original string are
at indices[-3], [-2], and [-1], respectively.

Variables are passed to cfunctions by reference. In other words, if you have two
variables:

var Ceorge
var Martha

"one"
"“one"
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and you compare them with the "==" operator, the comparison evaluates to false and not
to true, as you might expect. The reason is that while George and Martha have the same
value, they are not the same variable since they point to different memory locations, and
therefore are not equal to each other. In functions declared with the function keyword,
string variables are compared by value, so the actual values of George and Martha are
compared. In such cases the result of comparing identical stringswith "==" comparison is
true.

Arrays

An array isaspecia class of object that refersto its properties with numbers rather than
with variable names. Properties of an array object are called elements of the array. The
number used to identify an element is called an index and follows an array namein
brackets. Array indices must be either numbers or strings.

Array elements can be of any data type. The elementsin an array do not all need to be of
the same type, and there is no limit to the number of elements an array may have.

The following statements demonstrate assigning values to arrays.
var array = new Array,

array[0] = "fish";

array[1] = "fow";

array["joe"] = new Rectangle(3,4);
array[ fool = “creeping things”
array[goo + 1] = “etc.”

The variables foo and goo must be either numbers or strings.

Since arrays use a number to identify the data they contain, they provide an easy way to
work with sequential data. For example, suppose you wanted to keep track of how many
jelly beans you ate each day, so you can graph your jelly bean consumption at the end of

the month.

Arrays provide an ideal solution for storing such data.
var April = new Array;

April[1] = 233;

April [2] = 344;

April[3] = 155;

April [4] = 32;

Now you have all your data stored conveniently in one variable. Y ou can find out how
many jelly beans you ate on day x by checking the value of April[X]:
for(var x = 1; x < 32; x++)
Screen.write("On April " + x + " | ate " + April[x] +
" jellybeans.\n");
Arrays usually start at index [0Q], not index [1]. Note that arrays do not have to be
continuous, that is, you can have an array with elements at indices 0 and 2 but none at 1.
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Creating arrays

Like other objects, arrays are created using the "new" operator and the Array constructor
function. There are three possible ways to use this function to create an array. The
simplest isto call the function with no parameters:

var a = new Array();

Thislineinitializes variable a as an array with no elements. The parentheses are optional
when creating anew array, if there are no arguments. If you wish to create an array of a
predefined size, pass variable athe size as a parameter of the Array() function. The
following line creates an array with alength of the size passed.

var b = new Array(31);

In this case, an array with length 31 is created.

Finally, you can pass a number of elements to the Array() function which creates an array
containing all of the parameters passed. For example:

var ¢ = new Array(5, 4, 3, 2, 1, "blast off");

creates an array with alength of 6. c[0] isset to 5, c[1] is set to 4, and so on up to ¢[5],
which is set to the string "blast off". Note that the first element of the array is c[0], not
c[1].

Arrays may aso be created dynamically. By referring to a variable with an index in
brackets, avariable is created as or converted to an array. Arrays created in this manner
are unable to use the methods and properties described below, so it is recommended that
you use the Array() constructor function to create arrays.

Methods and properties of arrays

When an array is created with the Array() constructor function, a number of methods and
properties become available to it.

Properties of arrays
Jdength

The .length property returns one more than the largest index of the array. Note that this
value does not necessarily represent the actual number of elementsin an array, since
elements do not have to be contiguous.

For example, suppose we had two arrays "ant" and "bee", with the following elements:

var ant = new Array, var bee = new Array;
ant[0] = 3 bee[ 0] = 88

ant[1] = 4 bee[ 3] = 99

ant[2] =5

ant[3] =6

The .length property of both ant and bee is equal to 4, even though ant has twice as many
actual elements as bee does.

By changing the value of the length property, you can remove array elements. For
example, if you change ant.length to 2, ant will only have the first two members, and the
values stored at the other indices will be lost. If we set bee.length to 2, then bee will
consist of two members. beg[0], with avalue of 88, and beg[1], with an undefined value.
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Methods of arrays

Join()

The. j oi n() method creates a string of all of array elements. The method has an
optional parameter, a string which represents the character or characters that will separate
the array elements. By default, the array elements will be separated by a comma. For
example:

var a = new Array(3, 5, 6, 3);

var string = a.join();

will set the value of "string” to "3,5,6,3". Y ou can use another string to separate the array
elements by passing it as an optional parameter to the .join() method. For example,

var a = new Array(3, 5, 6, 3);

var string = a.join("*/*");

creates the string "3* /*5* /*6* /*3".

.sort([compareFunction])

The .sort() method sorts members of an array and puts them in alphabetic order. If no
compare function is supplied, then elements are converted to strings to do the conversion,
which may cause some confusion. For example, the following code:

var a = new Array(32, 5, 6, 3)
a.sort();
var string = a.join();

createsastring "3, 32, 5, 6".
This behavior is often not what you want in a sort function. Fortunately, the .sort()

method allows you to specify a different way to sort the array elements. The name of the
function you want use to compare values is passed as the only parameter to sort().

If acompare function is supplied, the array elements are sorted according to the return
value of the compare function. If aand b are two elements being compared, then:

If compareFunction(a, b) is less than zero, sort b to alower index than a.

If compareFunction(a, b) returns zero, leave a and b unchanged to each other.
C If compareFunction(a, b) is greater than zero, sort b to a higher index than a.
By specifying the following function as a sort function, you will get the desired result
when comparing numbers:
functi on conpareNunbers(a, b)

{

}
reverse()

The reverse() method switches the order of the elements of an array, so that the last
element becomes the first.

return a - b

The following code:

ar array = new Array,;
array[0] = "ant";
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array[ 1] = "bee";
array[2] = "wasp";
array.reverse();

produces the following array:

array[ 0] == "wasp"
array[ 1] == "bee"
array[2] == "ant"

Objects

Variables and functions may be grouped together in one variable and referenced as a
group. A compound variable of this sort is called an object in which each individual item
of the object is called a property. In general, it is adequate to think of object properties,
which are variables or constants, and of object methods, which are functions.

To refer to aproperty of an object, use both the name of the object and of the property,
separated by the operator ".", a period. Any valid variable name may be used as a
property name. For example, the code fragment below assigns values to the width and
height properties of a rectangle object and cal culates the area of arectangle and displays
the result:

var Rectangl e;

Rect angl e. hei ght = 4;
Rectangle.wi dth = 6;

Screen. wite(Rectangl e. height * Rectangle.w dth);

The main advantage of objects occurs with data that naturally occursin groups. An object
forms atemplate that can be used to work with data groups in a consistent way. Instead of
having a single object called Rectangle, you can have a number of Rectangle objects,
each with their own values for width and height.

Predefining objects with constructor functions

A constructor function creates an object template. For example, a constructor function to
create Rectangle objects might be defined like the following.
function Rectangl e(w dt h, height)

{ this.width = width;
t hi s. hei ght = hei ght;
}
The keyword "this" is used to refer to the parameters passed to the constructor function
and can be conceptually thought of as "this object.” To create a Rectangle object, call the
constructor function with the "new" operator:
var joe = new Rectangl e(3,4)
var sally = new Rectangl e(5, 3);
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This code fragment creates two rectangle objects: one named joe, with awidth of 3 and a
height of 4, and another named sally, with awidth of 5 and a height of 3.

Constructor functions create objects bel onging to the same class. Every object created by
aconstructor function is called an instance of that class. The examples above create a
Rectangle class and two instances of it. All of the instances of a class share the same
properties, although a particular instance of the class may have additional properties
unique to it. For example, if we add the following line:

joe.motto = "ad astra per aspera";

we add a motto property to the Rectangle joe. But the rectangle sally has no motto
property.

Methods - assigning functions to objects

Objects may contain functions as well as variables. A function assigned to an object is
called amethod of that object.

Like a constructor function, a method refersto its variables with the "this" operator. The

following fragment is an example of a method that computes the area of arectangle.
function rectangl e_area()

{

}

Because there are no parameters passed to it, this function is meaningless unlessit is
called from an object. It needs to have an object to provide values for this.width and
this.height.

A method is assigned to an object as the following linesillustrates.
joe.area = rectangl e_area;

The function will now use the values for height and width that were defined when we
created the rectangle object joe.

Methods may also be assigned in a constructor function, again using the this keyword.

For example, the following code:
function rectangl e_area()

{
}

functi on Rectangl e(w dth, height)

return this.width * this. height;

return this.width * this. height;

this.width = width;

t hi s. hei ght = hei ght;

this.area = rectangl e_area;
}
creates an object class Rectangle with the rectangle_area method included as one of its
properties. The method is available to any instance of the class:
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var joe = new Rectangl e(3,4);
var sally = new Rectangl e(5, 3);

var areal = joe.area();
var area2 = sally.area();

This code sets the value of areal to 12, and the values of area2 to 15.

Object prototypes

An object prototype lets you specify a set of default values for an object. When an object
property that has not been assigned avalue is accessed, the prototype is consulted. If such
aproperty existsin the prototype, its value is used for the object property.

Object prototypes are useful for two reasons:. they ensure that all instances of an object
use the same default values, and they conserve the amount of memory needed to run a
script. When the two Rectangles, joe and sally, were created in the previous section, they
were each assigned an area method. Memory was allocated for this function twice, even
though the method is exactly the same in each instance. This redundant memory waste
can be avoided by putting the shared function or property in an object's prototype. Then
all instances of the object will use the same function instead of each using its own copy.

The following fragment shows how to create a Rectangle object with an areamethod in a
prototype.
function rectangl e_area()

{
return this.width * this. height;
}
function Rectangl e(w dt h, height)
{
this.width = wi dth;
t hi s. hei ght = hei ght;
}

Rect angl e. prot ot ype. area = rectangl e_area;

The rectangle_area method can how be accessed as a method of any Rectangle object as
shown in the following.

var areal = joe.area();

var area2 = sally.area();

Y ou can add methods and data to an object prototype at any time. The object class must
be defined, but you do not have to create an instance of the object before assigning it
prototype values. If you assign a method or datato an object prototype, al instances of
that object are updated to include the prototype.

If you try to write to a property that was assigned through a prototype, a new variable will
be created for the newly assigned value. This value will be used for the value of this
instance of the object's property. All other instances of the object will still refer to the
prototype for their values. If, for the sake of this example, we assume that joe is a special
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Rectangle, whose areais equal to three timesits width plus half its height, we can modify
joeasfollows.
function joe_area()

{
}

joe.area = joe_area;
This fragment creates avalue, which in this case is a function, for joe.area that

supercedes the prototype value. The property sally.areais still the default value defined
by the prototype. The instance joe uses the new definition for its area method.

for...iIn

Thefor . .. in statement is away to loop through all of the properties of an object, even if
the names of the properties are unknown. The statement has the following form.
for (property in object)

return (this.width * 3) + (this.height/2);

DoSonet hi ng(obj ect[ property]);
}
where object is the name of an object previously defined in a script. When using the
for . .. in statement in this way, the statement block will execute once for every property
of the object. For each iteration of the loop, the variable property contains the name of
one of the properties of object and may be accessed with "object[property]”. Note that
properties that have been marked with the DONT_ENUM attribute are not accessible to a
for . .. in statement.

with
The with statement is used to save time when working with objects. It lets you assign a

default object to a statement block, so you need not put the object namein front of its
properties and methods. The object is automatically supplied by the interpreter.

The following fragment illustrates using the Clib object.
with (dib)
{ printf("l ama canmera");

srand();

xxX = rand() %5;

put char ( xxx) ;
}
The Clib methods: Clib.printf(), Clib.srand(), Clib.rand(), and Clib.putchar(), in the
sample above are called asif they had been written with Clib prefixed. All codein the
block following awith statement seems to be treated as if the methods associated with the
object named by the with statement were global functions. Global functions are still
treated normally, that is, you do not need to prefix "global.” to them unless you are
distinguishing between two like-named functions common to both objects.
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If you were to jump, from within awith statement, to another part of a script, the with
statement would no longer apply. In other words, the with statement only applies to the
code within its own block, regardless of how the interpreter accesses or leaves the block.

Y ou may not use a goto statement or label to jump into or out of the middle of awith
statement block.

Dynamic objects

ScriptEase allows for direct access to the interior workings of how object properties are
caled. If you wish, you may specify how an object accesses its data by replacing one of
the following routines which are internal to ScriptEase. The following methods are
available for modifying how an object callsits members. In all cases, the parameter,
property, is the name of the property being called.

._get(property, ExpectCall)

Whenever the value of a property is accessed, the ._get() method is called. By defining a
new ._get() method for an object, you modify the way it accesses property values.

The 4.20 _get function now receives a second parameter. This parameter is called
"ExpectCall" and istrue if the parameter is being retrieved to make afunction call, and
false for other situations.

For example, in this case:

obj . f oo;
The second parameter will befalse. But in this case
obj . foo();

the second parameter will be true.

The example following modifies the Rectangle object created earlier with anew ._get()
method. Whenever you access the value of one of the object's properties, it will inform
you if the Rectangle is a square. After the object isinitialized, the main() function creates
an instance of the object with the width and height properties both set to 3. When the
value of the Rectangle.area() method isretrieved, used in a Clib.printf() statement, the
dynamic ._get() function is called, which displays, "The rectangleis a square," since
width and height are equal .
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function rectangl e_area()

{
return this.width * this. height;

}

function rectangl e_get (property)

if (this.width == this. height)
Cib.printf("The rectangle is a square.");
return this [property];

}
functi on Rectangl e(w dth, height)

this.width = w dth;
thi s. hei ght = hei ght;
this. _get = rectangle_get;

}
Rect angl e. prot ot ype. area = rectangl e_ar ea;

nmai n()

{
var rect = new Rectangle(3, 3);
Cib.printf("The area of the rectangle is %.",

rect.area());

Cib.getch();

}

._put(property, value)

This method controls the way that new data is assigned to a property.
._canPut(property)

This method returns a boolean value indicating whether the property can be written to or
not, that is, whether it is read-only or not. For example, you could modify this property to
notify users when they try to change read-only values.

._hasProperty(property)

This method returns a boolean value indicating whether or not a property exists.

._delete(property)

This method is called whenever a property is deleted with the delete operator. The
property will be"_delete" when the object itself is being deleted.

._defaultValue(hint)

This method returns the primitive value of avariable.
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The parameter hint should be either a string or a number that indicates the preferred data
type to return. If hint is a string, the method will return a string if possible, otherwise a
different type. The actual value of hint isignored.

._construct(...)

This method is called whenever a new object is created with the new operator. The object
will have been aready created and passed as the this variable to the .construct() method.

_call(...)

The call function is called whenever an object method is called. Whatever parameters are
passed to the original function will be passed to the call() function.

The following example creates an Annoying object that beeps whenever it retrieves the
value of aproperty.

function myget (prop)

{
Syst em beep();

return this[property];
}

var Annoyi ng = new Obj ect;

Annoyi ng. get = nyget;

Note that the System.beep() method is used only for this example and must be explicitly
created for actual use.

._operator(op,operand)
Operator Overloading

ScriptEase allows you to overload the standard arithmetic operators when used with your
objects. Consider this example:

var a = obj + 10;

If 'obj' is one of your own objects, you may have some specia meaning you'd like the
addition operator to have when applied to it. Operator overloading allows this to be done.

Whenever an object isthe first operand to an arithmetic operation, it has the opportunity
to redefine what that operation means.

All of the arithmetic operators can be overloaded, such as +, -, /, >>, and so forth.

In addition, the unary operators (i.e. those that have only one operand, the object) can
also be overloaded. These are the operators ~, !, ++, --, +, and -.

Finally, the assignment operator (=) can aso be overloaded.
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Please note that the compound assignment operators (i.e., *=, +=, etc) are treated exactly
like you wrote out the statement. In other words,

a += b;
istreated just like:
a=a+thb;

Overloading the operators will work that way. In this case, if 'a isan object with
overloaded operators, that statement will involve two operators, a'+' and an '=".

To overload operators on a particular object, you simply give the object the method
'_operator'. Thisworks like all of the other dynamic object methods. For instance, you
can put the'_operator' method in a prototype so that all objects of that class inherit the
operator overloading. Here is an example:

function overl oad(op, oper and)

{
Cib.printf("overloadi ng occurring on operator
"U%'\n", op);
return DYN_DEFAULT,;
}

var myObj ect = new Object();
nmyQbj ect . _operator = overl oad,;

nyObj ect = 10;

The operator overloading function is passed two parameters. The first parameter isthe
operator itself, in the form of astring. It will be "+" or "-" or "++", etc. The second
parameter is the second operand to the operator.

If the object operation being overloaded is'obj + 4', for instance, then the first parameter
is"+" and the second parameter is the number 4. The unary operators (such as'-obj") do
not have a second operand, so the second parameter is undefined. Y ou can use thisto
distinguish the operators + and - which can be used either way, i.e. the difference
between 'obj + 4' and '+obj'.

Whatever value the operator function returnsis taken to be the value of the expression. If
the operator function returns DYN_DEFAULT or

OPERATOR _DEFAULT_BEHAVIOR, then the normal operation is done.

In many cases, you will not want to override all of the operators that could be applied to
your object, so you will return this value if the operator is not one you are interested in. In
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the example above, we print out a message when the object is used in an operation, but
we don't change what the operation does. We always return DYN_DEFAULT and thus
do the normal ECMA Script operation.

The global object and its properties

Global variables are members of the global object. To access global properties, you do
not need to use an object name. For example, to access the isNaN() method, which tests
to see whether avalue is equal to the special value NaN you can call either of the
following.

i sNaN( val ue) ;

or

gl obal . i sNaN(val ue) ;

The exception to this rule occurs when you are in a function that has alocal variable with
the same name as a global variable. In such a case, you must use the global keyword to
reference the global variable.

Properties of the global object

._argc
This property refers to the number of parameters passed to the main() function of a script.
The name of the script isalways the first parameter, soif . _argc == 1, then the script

received no arguments. See the main() function for more information on argc and the
main() function.

._argv
This property is an array of strings. Each string is a parameter passed to the script's
main() function. The value of argv[Q] is always the name of the script being called. The

first parameter passed to the script isin argv[1]. See the main() function for more
information on argc, argv, and the main() function.

Methods of the global object

.eval(expression)

This method evaluates whatever is represented by the parameter expression. If expression
isnot astring, it will be returned. For example, calling eval(5) returnsthe value 5.

If expression is a string, the interpreter tries to interpret the string as if it were JavaScript
code. If successful, the method returns the last variable with which was working, for

example, the return variable. If the method is not successful, it returns the special value,
undefined.
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parselnt(string [, radix])

This method converts an al phanumeric string to an integer number. The first parameter,
string, is the string to be converted, and the second parameter, radix, is an optional
number indicating which base to use for the number. If the radix parameter is not
supplied, the method defaults to base 10 which is decimal. If the first digit of stringisa
zero, radix defaults to base 8 which is octal. If the first digit is zero followed by an "x",
that is, "Ox", radix defaults to base 16 which is hexadecimal.

Whitespace characters at the beginning of the string are ignored. The first non-whitespace
character must be either adigit or aminus sign (-). All numeric characters following the
string will be read, up to the first non-numeric character, and the result will be converted
into a number, expressed in the base specified by the radix variable. All characters
including and following the first non-numeric character areignored. If the string is unable
to be converted to a number, the special value NaN will be returned.

.parseFloat(string)
This method is similar to parselnt() except that it reads decimal numbers with fractional

parts. In other words, the first period, ".", in the parameter string is considered to be a
decimal point, and any following digits are the fractional part of the number. The method

.parseFloat() does not take a second parameter.

.escape(string)

The .escape() method receives a string and escapes the specia characters so that the
string may be used with aURL. All uppercase and lowercase |etters, numbers, and the
special symbols, @ * + - ./, remain in the string. All other characters are replaced by
their respective Unicode sequence.

.unescape(string)

This method is the reverse of the .escape() method and removes escape sequences from a
string and replaces them with the relevant characters.

IsNaN(number)

This method returns true if the parameter, number, evaluates to NaN, Not a Number.

Otherwise it returns fal se.
IsFinite(number)

This method returns true if the parameter, number, is or can be converted to a number. If
the parameter evaluates as NaN, Number.POSITIVE_INFINITY, or
Number.NEGATIVE_INFINITY, the method returns false.
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Exception Handling via Scripts

First for script code, exceptions are trapped with try:
try
{

do sonet hi ng;
catch( e )

Cib.printf("Something bad happened:
%\n",e.toString();

}

A catch clause 'eats the error, so the rest of the script continues. If you 'throw' something,
that something is passed up the chain as an error. Y ou can throw the error object you
caught in a catch statement to make the error be 'unhandled'.

For instance:
try
{
do sonet hing;
catch( e )
{
Cib.printf("Something bad happened:

%\n",e.toString();
t hrow e;
}

In this case, if thereis an error, it will be printed out, but then the program will still stop
with that error.

You can raise arbitrary errors asyou like in aprogram, i.e.:
t hrow new TypeError("You are not ny type!");

A try block can aso have afinally clause, e.g.:
try
{

do sonet hing;
}
finally

Cib.printf("A ways happens.\n");
}

Thefinally clause ALWAY Sis executed right before the block isleft, evenif left by a
goto, return, error, or whatever. If the finaly block does a control transfer (i.e. it does a
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goto, throw, or return), that takes precedence, else whatever transfer was pending actually
does happen.

So if you do:
try
{
return 10;
}
finally
{
Cib.printf("BYE'\n");
}
Thiswill print BYE! then return 10 from the function. If you do:
try
{
return 10;
}
finally
{
goto no_way;
}
no_way:

In this case, the goto takes precedence over the return, so the return isignored and
execution continue with the'..." code.

Preprocessing

This section describes directives that affect the processing of a ScriptEase script prior to
finally compiling, tokenizing, and executing the script.

Preprocessor Directives

The following ScriptEase statements that begin with a# character are collectively called
preprocessor directives, since they are processed before a script is actually executed and
direct the way the script commands are interpreted. Preprocessor directives can only be
used with the ScriptEase interpreter. Other JavaScript interpreters will not recognize
them.

#define

The #define directive is used to replace atoken or amost any identifier with other
characters. The #define directive is executed while the script is being read into the
interpreter, before the script itself is executed. The #define directive causes one string to
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be replaced by another in the script that goes to the interpreter. All substitutions are made
before the code is interpreted. A #define directive has the following structure.
#define token repl acenent

Thislineresultsin all subsequent occurrences of "token" being replaced by
"replacement”. Consider the following line.
#defi ne Nunmber Of Countri esl nSout hAmeri ca 13

The define statement increases program legibility and makes it easier to change code
later. If Bolivia and Peru decide someday to unite, you only have to change the #define
statement to update your program. Otherwise, you would have to go through your script
looking for all occurrences of the number 13, decide when they refer to the number of
countries in South America, and change them to the number 12.

Likewise, if you write screen routines for a 25-line monitor, and then later decide to make
it a 50-line monitor, you're better off altering the following #define directive from:
#defi ne ROW COUNT 25

to
#defi ne ROW COUNT 50

and using ROW_COUNT in your code. Y ou only have to make one change in your script
instead of many.

#include

The #include directive lets you include other scripts, and al of the functions contained
therein, as apart of the code you are writing. Usually #include lines are placed at the
beginning of the script and consist only of the #include statement and the name of the file
to beincluded, asin the following.

#i ncl ude <gdi.jsh>

#i nclude "gdi.jsh"

#i nclude 'gdi.jsh'

Any one of these lines make all of the functionsin the library file gdi.jsh available to the
script that has the line. The quote characters, ' or ', may be used in place of the angled
brackets < and >.

To include several filesin one program simply use multiple #include directives as shown.
#i ncl ude <screen.jsh>

#i ncl ude <keyboard.jsh>

#include <init.jsh>

#i ncl ude <comm j sh>

The ScriptEase interpreter will not include a file more than once, so if afile has already
been included, a second or subsequent #include directive has no effect. ScriptEase ships
with alarge number of libraries of pre-written functions that you can use. Library files
areplain text files, as are al ScriptEase scripts, and have the extension .jsh as a defaullt.

Since these libraries are external to ScriptEase, they are less static than the standard
function libraries, and can be easily expanded or modified as the need arises. The most
recent versions of .jsh libraries are listed on the Nombas downloads page at the following
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web site;
www.nombas.com

#if, #ifdef, #elif, #else, #endif

These directives are all preprocessor conditionals and allow you to specify a different set
of script source based on different conditions at run time. Conditional directives are
frequently used in scripts designed to run on different operating systems by ensuring that
scriptsinclude files that are appropriate for the operating system being used.

#if isused like an if statement. #else corresponds to an el se statement. #elif corresponds
to an else if statement. These directives define which block of code will actually be used
when a script isinterpreted and executed. Y ou must use them with terminating #endif
directives to mark the ends of code blocks.

var full PathOFile = dib.rsprintf("%\\%\\%\\%",

For example, suppose you have a script that builds long path names from directories
supplied to it in different variables. If you are working in a DOS-based environment, the
backdash character is used to separate directories, so you could indicate the full path of a
filein DOS asfollows:

rootdirectory, subdirectoryl,

subdirectory2, filenane);

If you ported this script to a UNIX machine, however, you would run into problems since
UNIX uses forward slashes to separate directories.

Y ou can get around this problem by defining the separator character differently for each
operating system:
#if defined(_UNI X))

#define PathChar '/'
#elif defined(_MAC)

#defi ne Pat hChar
#el se

#define PathChar "\\'
#endi f
By putting the separator character in avariable, you can make the script work on any
operating system:
var full PathOFile = dib.rsprintf("%%%%%%%",
rootdirectory,

Pat hChar, subdirectoryl,

Pat hChar, subdirectory2,
Pat hChar, fil enane);

The #ifdef directive is another limited form of #if that is equivalent to "#if!defined(var)".
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#link

The #link command incorporates pre-compiled libraries, such as dynamic link library
(.dil) files, into the ScriptEase interpreter. The #link directive is similar to the #include
statement with no parameters. For example, the directive

#l i nk "sesock"

lets the interpreter use the functions for TCI/IP socket communication. #link takes no
parameters other than the name of the library being linked.

Although you could write these functions in JavaScript, the functions in the #link
libraries are processor intensive and run much more quickly from a compiled source.

Nombas supplies many #link libraries, such as:

GD for generating .gif files and other graphics functions
ODBC for working with ODBC databases

OLEAUTOC for doing OLE automation

REGEXPSN to perform complex searches

SESOCK for working with sockets

Contact Nombas for more information on the #link developer's kit, which lets usersto
create customized #link libraries. The most recent versions of #link libraries are listed on
the Nombas downl oads page on our web site;

www.nombas.com
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Integrating the ScriptEase Debugger

Please Note:

The current version of the ScriptEase: | SDK/Java does not have the debugger
implemented. Please check our web site, Nombas.com, for updated information for
when this feature is implemented and your |SDK software can be upgraded. This
chapter isincluded in the manual for when that upgrade is available.

Using the ScriptEase:I SDK, you can debug your applications using Nombas's debugger.
The debugger itself is a Windows application, so you'll need a windows machine to do
your debugging on. However, your application can be running on any machine that can
communicate with your debugging machine. Nombas provides support for debugging via
TCP-IP, but you can extend the debugger to use other communication protocols.

For end-user information on using the debugger, please see the chapter, “Using the
ScriptEase Debugger.”

Using a Nombas protocol model

Nombas has provided two models of debugging to cover many situations. First, on
windows systems, you can communicate via shared memory. In this case, the debugger
and the application must both be running on the same Windows machine. Either the
application can start the debugger, or the debugger can start the application (depending
on how you set it up.)

If you are debugging using the TCP-IP model, you need to run the ScriptEase IDE
Network Extender (called the proxy) on the debugging machine before running your
application. The application will communicate with the proxy in place of the debugger.
The proxy will make sure the debugger starts up and receives the information it needs to
debug your application.
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Defining your own protocol model

To define anew protocol model for communication between the debugger and your
application requires you to provide a number of routines linked with your application.
These are documented at the top of the file 'srcdbg\debugme.h’. Y ou can examine thefile
'srcdbg\debugme.c' to see how these routines are implemented in the Nombas-provided
models. If you are defining your own model, you will need to also add that model to the

proxy.

Code changes to your application

Y ou must do six things to make sure your application is debuggable. They are described
in order:

Set Options
#defi ne JSE_DEBUGGABLE 1

If you are using TCP-IP, set these flags:

#def i ne JSE_DEBUG TCPI P
#def i ne JSE_DEBUG MASTER
#def i ne JSE_DEBUG RUN
#def i ne JSE_DEBUG FI LES
#def i ne JSE_DEBUG REMOTE
#def i ne JSE_DEBUG PASSWORD

(Note: JSE_DEBUG_PASSWORD only activates the password code. Y ou must still actually
setup apassword if you are going to useit.)
Otherwise, if using shared memory set these flags:

#define JSE_DEBUG MEMORY
#define JSE_DEBUG RUN

This setup for shared memory assumes you want the debugger to start the application. If
you'd like it to be the other way around (i.e. the application starts the debugger), add:

#define JSE_DEBUG MASTER

Add files to your project

Next add the file 'srcdbg\debugme.c' to your application. Make sure the 'srcdbg’ directory
isin your include path if it isn't already.
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Update your ToolkitAppData structure and jseopt.h

If you don't currently allocate one, you must do so. Y ou can get a definition for one by
include 'seclib\seseclib.h'. Alternately, if you already are using your own such structure,
add the following to it:

#i f defi ned(JSE_DEBUGGABLE)
struct debugMe * debugne;
#endi f

Y ou need some includes added at the end of your jseopt.h file:

#i f defi ned(JSE_DEBUGGABLE)
#if defined(__JSE OS2TEXT__) ||
defined(__JSE_OS2PM

#i ncl ude <sys\socket. h>
#i ncl ude <netinet\in. h>
#i ncl ude <netdb. h>
#include <utils.h>
#i ncl ude <nerrno. h>
#i ncl ude <sys\ioctl.h>

#endi f

#i ncl ude "dbgshare. h"

#i ncl ude "proxy.h"

#i ncl ude "debugne. h"

#endi f

Initialize debugging

After you haveinitialized your external link and added any libraries, but before you start
interpretting you must initialize the connection to the debugger. This is done with the
following code:

#if defi ned(JSE_DEBUGGABLE)

debugnel nit (j secont ext, <command | i ne>, <i nstance>);
#endi f

The 'command line' is only needed for shared memory debugging if the debugger is going
to be starting up your application. It should be the entire command line, which is easily
constructed by concatenating the entries of the argv[] array separated by spaces. The
routine will extract the debugging command information from the command line. When

it returns, you must reparse the command line into individual arguments (which is easily
accomplished using strtok().) For the TCP-1P model, the command line parameter is
ignored, so you can safely pass NULL.

The 'instance' parameter is the Windows HINSTANCE value for your program. It is only
needed if debugging on a Windows platform using a windowed application (as opposed
to a console application.) On other platforms, debugmel nit() does not take a third
parameter.

Finally, for the TCP-IP version, you must specify what machine will be the debugging
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machine. Y ou do this by setting the environment variable'REMOTE_ADDR' to the
machine host name of the debugging machine. Y ou can set this either before launching
your program or within your program before calling debugmelnit(). The machinein
guestion needs to have the proxy running as described above.

Call the debugger hook

Finally, you must call the debugger in your MaylContinue function. Here is an example.
If you aready do some code in your function, do thisin addition.

j sebool JSE_CFUNC FAR CALL
Conti nueFuncti on(j seCont ext jsecontext)

{
struct Tool kit AppData * SeData =
Tool ki t AppDat aFr onCont ext (j secont ext) ;
#i f defi ned(JSE_DEBUGGABLE)
if ( NULL != SeDat a->debugne )
{
debugneDebug( SeDat a- >debugn®, j secont ext) ;
if ( jseQuitFl agged(jsecontext) )
return Fal se;
}
#endi f
j secontext = jsecontext; /* to prevent warning
about unused
[* variable */
return True;
}
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Terminate debugging

This code shows you how to terminate debugging. It assumes'AppData is a pointer to
your application data structure.

# if defined(JSE_DEBUGGABLE)

{
struct debugMe *debugne = AppDat a- >debugne;

if ( NULL != debugme )
{
debugneHasTer m nat ed( debugne) ;

while ( debugme )

debugneDebug(debugne, j secont ext);
debugne = AppDat a- >debugre;
}

debugneTer n(j secont ext) ;

# endi f

Y ou must terminate debugging before you destroy the context. Y ou usually terminate
debugging right before you exit. This means all scripts you interpret will be debugged in
asingle session. However, you can terminate then restart debugging if you want each
jselnterpret() to bein its own debug session.

Notes

Once you have made these changes, your application can be debugged. Y ou can make all
of these changes and still not debug your application if you skip Initialization of
debugging. So, if you want, you can only initialize the connection to the debugger if your
user selects a special 'debug application' menu item or such.

Y ou can currently only debug scripts that have afilename (i.e. if you tell jselnterpret() to
interpret the contents of afile.)

Samples

In seisdk\samples\debug, you can find a modified version of 'simpleQ' that is debuggable.
Run the application from an MS-DOS prompt after first setting'REMOTE_ADDR' as
described above.
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Example: Modifying your JSEOPT.H file for debugging

Any application that uses the debugger must have the following linesin its JSEOPT.H
file:

#define JSE_DEBUGGABLE 1
#defi ne JSE_DEBUG RUN

Set these flags if you will be using the debugger remotely:

#def i ne JSE_DEBUG TCPI P
#def i ne JSE_DEBUG MASTER
#def i ne JSE_DEBUG FI LES
#def i ne JSE_DEBUG REMOTE
#def i ne JSE_DEBUG_PASSWORD

Set thisflag if you will be using the debugger locally:
#def i ne JSE_DEBUG MEMORY

With the options described above, the debugger will launch the application in order to
debug it. For the reverse, in which the application launches the debugger, define the
following:

#define JSE_DEBUG MASTER
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ScriptEase Global Functions

The global functions described in this section are unique to the ScriptEase
implementation of JavaScript. In other words, they are not part of the ECMA Script
standard, but they are useful. Avoid using these functionsin a script if it will be used with
a Javascript interpreter that does not support these unique functions.

Like other global items these functions are actually methods of the global Object and can
be called with function or method notation. The two following lines of code are
equivalent.

var astring = ToString(123)
var astring = global.ToString(123)

General

defined(value)

This function tests whether a variable, Object property, or value has been defined. The
function returnstrue if a value has been defined, or else returns false. The function
defined() may be used during script execution and during preprocessing. When used in
preprocessing with the directive #if, the function defined() is similar to the directive
#ifdef, but is more powerful. The following fragment illustrates three uses of defined().

vart=1;
#if defined(_ WIN32)
Screen.writeln("in Win32");
if (defined(t))
Screen.writeln("t is defined");
if (!defined(t.t))
Screen.writeln("t.t is not defined");
#endif

Thefirst use of defined() checks a value available to the preprocessor to determine which
platform is running the script. The second use checks a variable "t". The third use checks
an object "t.t"

getArrayLength(array[, Minindex])

This function should be used with dynamically created arrays, that is, with arrays that
were not created using the Array() constructor and new operator. When working with
arrays created using the Array() constructor and new operator, use the .length property of
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the arrays. The .length property is not available for dynamically created arrays which
must use the functions, getArrayLength() and setArrayLength(), when working with array
lengths.

The getArrayLength() function returns the length of a dynamic array, which is one more
than the highest index of an array, if the first element of the array is at index 0, which is
most common. If the parameter Minlndex is passed, then it is used to set to the minimum
index, which will be zero or less. Y ou can use this function to get the length of an array
that was not created with the Array() constructor function.

This function and its counterpart, setArrayL ength(), are intended for use with
dynamically created arrays, that is, arrays not created with the Array() constructor
function. Use the .length property to get the length of arrays created with the constructor
function and not getArrayL ength().

getAttributes(variable)

This function gets and returns the variable attributes for the parameter variable. Variable
attributes may be set using the function setAttributes(). See setAttributes() for more
information and descriptions of the attributes of variables that can be set.

setArrayLength(array[, Minindex], length])

This function sets the first index and length of an array. Any elements outside the bounds
set by Minindex and length are lost, that is, become undefined. If only two arguments are
passed to setArrayL ength(), the second argument is length and the minimum index of the
newly sized array is 0. If three arguments are passed to setArrayL ength(), the second
argument, which must be 0 or less, is the minimum index of the newly sized array, and
the third argument is the length.

setAttributes(variable, attributes)

This function sets the variabl e attributes for the parameter variable using the parameter
attributes. Variables in ScriptEase may have various attributes set that affect the behavior
of variables. This function has no return.

The following list describes the attributes that may be set for variables. Multiple
attributes may be set for variables by combining them with the or operator. For example,
the flag setting READ_ONLY | DONT_ENUM sets both of these attributes for one
variable.
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DONT_DELETE This variable may not be deleted. If the delete operator
is used with avariable, nothing is done.

DONT_ENUM This variableis not enumerated when using afor/in
loop.

IMPLICIT_PARENTS This attribute applies only to local functions and allows
a scope chain to be altered based onthe __parent__
property of the "this" variable. If thisflag is set, if the
__parent__ property is present, and if avariableis not
found in the local variable context, activation object, of
afunction, then the parents of the "this* variable are
searched backwards before searching the global object.
The example below illustrates the effect of thisflag.

IMPLICIT_THIS This attribute applies only to local functions. If this
flag is set, then the "this" variable isinserted into a
scope chain before the activation object. For example,
if variable TestVar isnot found in aloca variable
context, activation object, the interpreter searches the
current "this" variable of afunction.

READ_ONLY Thisvariable is read-only. Any attempt to writeto or
change this variablefails.

The following fragment illustrates the use of setAttributes() and the behavior affected by
the IMPLICIT_PARENTS flag.

function foo()

{

value=75;
}
setAttributes(foo, IMPLICIT_PARENTS)

var a
avaue=4;

var b;

b. _parent =g
b.foo = foo;
b.foo();

After thiscodeisrun, avaueis set to 5.

undefine(value)

This function undefines a variable, Object property, or value. If avalue was previously
defined so that its use with the function defined() returns true, then after using undefine()
with the value, defined() returns false. Undefining a value is different than setting a value
to null.

In the following fragment, the variable n is defined with the number value of 2, and then
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undefined.

varn=2,
undefine(n);

In the following fragment an object o is created and a property o.oneis defined. The
property is then undefined but the object o remains defined.

var o = new Object;
o.one=1;
undefine(o.one);

Conversion or casting

Though ScriptEase does well in automatic data conversion, there are times when the
types of variables or data must be specified and controlled. Each of the following casting
functions has one parameter, which is a variable or piece of data, to be converted to or
cast as the data type specified in the name of the function. For example, the following
fragment creates two variables.

var astring = ToString(123);

var aNumber = ToNumber("123");
Thefirst variable aString is created as a string from the number 123 converted to or cast
as astring. The second variable aNumber is created as a number from the string "123"
converted to or cast as a number. Since aString had already been created with the value
"123", the second line could a so have been:

var aNumber = ToNumber(aString);

The type of the variable or piece of data passed as a parameter affects the returns of some
of the functions.

ToBoolean(value)
The following table lists how different data types are converted by this function.

Datatype Return

Boolean same as value

Buffer same as for String

nul | fase

Number falseif valueisO, +0, -0 or NaN, else true
Object true

String falseif empty string, ", else true
undefined fase

ToBuffer(value)
This function converts value to a buffer in amanner similar to ToString() except that the
resulting array of charactersis a sequence of ASCII bytes and not a unicode string.
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ToBytes(value)

This function converts value to a buffer and differs from ToBuffer() in that the
conversion is actually araw transfer of datato abuffer. The raw transfer does not convert
unicode values to corresponding ASCII values. For example, the unicode string "Hit"
may be stored in a buffer as "\OH\O\i\Ot", that is, as the hexadecimal sequence: 00 48 00
69 00 74.

Tolnt32(value)
This function is the same as Tolnteger() except that if the return is an integer, itisin the
range of -2** through 2** - 1.

Tolnteger(value)

This function converts value to an integer type. First, call ToNumber(). If result is NaN,
return +0. If result is +0, -0, +Infinity or -Infinity, return result. Else return
floor(abs(result)) with the appropriate sign. For example, the value -4.8 is converted to -
4.

ToNumber(value)
The following table lists how different data types are converted by this function.

Data type Return

Boolean +0, if valueisfal se, elsel

Buffer same as for String

nul | 0

Number same as value

Object first, call ToPrimitive(), then call ToNumber() and
return result

String number, if successful, else NaN

undefined NaN

ToObject(value)
The following table lists how different data types are converted by this function.

Datatype Return

Boolean new Boolean object with value
null generate runtime error

Number new Number object with value
Object same as parameter

String new String object with value
undefined generate runtime error

ToPrimitive(value)
This function does conversions only for parameters of type Object. An internal default
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value of the Object is returned.

ToString(value)
The following table lists how different data types are converted by this function.

Data type Return

Boolean "fal se",if vaueisfalse, else"t r ue"

null “nul "

Number if valueis NaN, return "NaN". If +0 or -0, return "0".

If Infinity, return "Infinity". If anumber, return a
string representing the number. If anumber is
negative, return "-" concatenated with the string
representation of the number.

Object first, call ToPrimitive(), then call ToString() and
return result

String same as value

undefined "undefined"

ToUintl6(value)
This function is the same as Tolnteger() except that if the return is an integer, itisin the
range of O through 2° - 1.

ToUint32(value)
This function is the same as Tolnteger() except that if the return is an integer, itisin the
range of 2% - 1.

The Buffer Object

The Buffer object provides away to manipulate data at avery basic level. It is needed
whenever the relative location of datain memory isimportant. Any type of data may be
stored in a buffer object. A new Buffer object may be created from scratch or from a
string, buffer, or Buffer object, in which case the contents of the string or buffer will be
copied into the newly created Buffer object. To create a Buffer object, follow the syntax
below.

new Buffer([size] [, unicode] [, bigEndian]);

A line of code following this syntax creates a new buffer object. If sizeis specified, then
the new buffer is created with the specified size, filled with NULL bytes. If no sizeis
specified, then the buffer is created with asize of 0, though it can be extended
dynamically later. The unicode parameter is an optional boolean flag describing the
initial state of the .unicode flag of the object. Similarly, bigEndian describes the initial
state of the bigEndian parameter of the buffer. If unspecified, these parameters default to
the values described below.
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new Buffer( string [, unicode] [, bigEndian] );

A line of code following this syntax creates a new buffer object from the string provided.
If string is a unicode string (unicode is enabled within the application), then the buffer is
created as a unicode string. This behavior can be overridden by specifying true or false
with the optional boolean unicode parameter. If this parameter is set to false, then the
buffer is created as an ASCII string, regardless of whether or not the original string was
in unicode or not.

Similarly, specifying true will ensure that the buffer is created as a unicode string. The
size of the buffer is the length of the string (twice the length if it isunicode). This
constructor does not add aterminating NULL byte at the end of the string. The bigEndian
flag behaves the same way asin the first constructor.

new Buffer( buffer [, unicode] [, bigEndian]);

A line of code following this syntax creates a new buffer object from the buffer provided.
The contents of the buffer are copied as-is into the new buffer object. The unicode and
bigEndian parameters do not affect this conversion, though they do set the relevant flags
for future use.

new Buffer( bufferObject );

A line of code following this syntax creates a new buffer object from another buffer
object. Everything is duplicated exactly from the other bufferObject, including the cursor
location, size, and data.

All of the above calls have an equivaent call form (such as "Buffer(15)"), except that this
simply returns the buffer part (equivalent to the data member), rather than the entire
Buffer object.

Buffer Object Properties

.Slze

The size of the Buffer object. This property may be assigned to, such as "foo.size = 5". If
auser changes the size of the buffer to something larger, then it is filled with NULL
bytes. If the user sets the size to a value smaller than the current position of the cursor,
then the cursor is moved to the end of the new buffer.

.CUrsor

The current position within abuffer. This value is always between 0 and .size. It can be
assigned to aswell. If auser attempts to move the cursor beyond the end of a buffer, than
the buffer is extended to accommodate the new position, and filled with NULL bytes. If a
user attempts to set the cursor to less than 0, then it is set to the beginning of the buffer, to
position 0.

.unicode
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This property is a boolean flag specifying whether to use unicode strings when calling
.getString() and .putString(). This value is set when the buffer is created, but may be
changed at any time. This property defaults to the unicode status of the underlying
ScriptEase engine.

.bigEndian

This property is a boolean flag specifying whether to use bigEndian byte ordering when
calling .getValue() and .putValue(). Thisvalue is set when a buffer is created, but may be
changed at any time. This property defaults to the state of the underlying OS and
processor.

.data

This property is areference to the internal data of a buffer. It is only atemporary value to
assist in passing parameters to OS and system-library type calls. In the future, all
ScriptEase library functions should be able to recognize Buffer objects and to get this
member on their own.

Buffer Object Methods

putValue( value [, valueSize] [, valueType ])
This method puts the specified value into a buffer. The value must be a number.
ValueSize or both valueSize and valueType may be passed as additional parameters.
ValueSizeis a positive number describing the number of bytes to be used and defaults to
1. Acceptable values for valueSize are 1,2,3,4,8, and 10, providing that it does not
conflict with the optional valueType flag. (See listing below.)
The parameter valueType must be one of the following: "signed”, "unsigned”, or "float".
It defaults to "signed." The valueType parameter describes the type of datato be read.
Combined with valueSize, any type of data can be put. The following list describes the
acceptable combinations of valueSize and valueType:
valueSize valueType

signed, unsigned

signed, unsigned

signed, unsigned

signed, unsigned, float

float
0 float (Not supported on every system)

200~ WNPE

Any other combination will cause an error. The value is put into the buffer at the current
cursor position, and the cursor value is automatically incremented by the size of the value
to reflect this addition. To explicitly put a value at a specific location while preserving the
cursor location, do something similar to the following.

var oldCursor = foo.cursor; // Save the old cursor location
foo.cursor = 20; /I Set to new location
foo.putValue(goo); /I Put goo at offset 20
foo.cursor = oldCursor /] Restore cursor location
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Thevalueis put into the buffer with byte-ordering according to the current setting of the
.bigEndian flag. Note that when putting float values as a smaller size, such as 4, some
significant figures are lost. A value such as"1.4" will actually be converted to something
to the effect of "1.39999974". This s sufficiently insignificant to ignore, but note that the
following does not hold true:

foo.putValue(1.4,4,"float");
foo.cursor -= 4,
if( foo.getVaue(4,"float") 1= 1.4)
I/l Thisis not necessarily true due to sig. dig. loss.

This situation can be prevented by using 8 or 10 as avalueSize instead of 4. A valueSize
of 4 may till be used for floating point values, but be aware that some loss of significant
figures may occur (though it may not be enough to affect most calculations).

.getValue( [valueSize] [, valueType] )
This method returns a value from the specified position in a buffer object. Thiscall is
similar to the putValue() function, except that it gets avalue instead of puts a value.

JputString( string )

This method puts a string into the buffer object at the current cursor position. If the
.unicode flag is set within the Buffer object, then the string is put as a unicode string,
otherwiseit is put asan ASCII string. The cursor isincremented by the length of the
string (or twice the length if it is put as a unicode string). Note that terminating NULL
byte is not added at end of the string. To put a NULL terminated string, the following can
be done.

foo. putString("Hello"); // Put the string into the buffer
foo.putVaue( 0); /I Add terminating NULL byte

.getString( [length] )

This method returns a string starting from the current cursor location and continuing for
length bytes. If no length is specified, then the method reads until a NULL byteis
encountered or the end of the buffer is reached. The string is read according to the value
of the .unicode flag of the buffer. A terminating NULL byte is not added, even if alength
parameter is not provided.

toString()
This method returns a string equivalent of the current state of the buffer. Any conversion
to or from unicode is done according to the .unicode flag of the object.

.subBuffer( beginning, end );

This method returns another Buffer object consisting of the data between the positions
specified by the parameters: beginning and end. If the parameter beginning is less than 0,
then it istreated as O, the start of the buffer. If the parameter end is beyond the end of the
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buffer, then the new sub-buffer is extended with NULL bytes, but the original buffer is
not altered. The .unicode and .bigEndian flags are duplicated in the new buffer. The size
of the new buffer is set to the beginning and end parameters. If the cursor in the old
buffer is between beginning and end, then it is converted to a new relative position in the
new buffer. If the cursor was before beginning, then it is set to 0 in the new buffer, and if
it was past end, then it is set to the end of the new buffer.

Buffer[offset]

Thisis an array-like version of the .getValue()/.putValue() methods which works only
with bytes. A user may either get or set these values, such as "goo = foo[5];" or "foo[5] =
goo;". Every get/put operation uses byte types, that is, SWORDS. If offset isless than O,
then O isused. If offset is beyond the end of a buffer, the size of the buffer is extended
with NULL bytes to accommodate it.

The Date Object

ScriptEase shines in its ability to work with dates and provides two different systems for
working with them. One is the standard Date object of JavaScript and the other is part of
the Clib object which implements powerful routines from C. Two methods,
Date.fromSystem() and .toSystem(), convert datesin the format of one system to the
format of the other. The standard JavaScript Date object is described in this section.

To create a Date object which is set to the current date and time, use the new operator, as
you would with any object.

var currentDate = new Date();

There are several ways to create a Date object that is set to adate and time. The following
lines all demonstrate ways to get and set dates and times.

var aDate = new Date(milliseconds);

var bDate = new Date(datestring);

var cDate = new Date(year, month, day);

var dDate = new Date(year, month, day, hours, minutes, seconds);

Thefirst syntax returns a date and time represented by the number of milliseconds since
midnight, January 1, 1970. This representation by millisecondsis a standard way of
representing dates and times that makes it easy to calculate the amount of time between
one date and another. Generally, you do not create dates in this way. Instead, you convert
them to milliseconds format before doing calculations.

The second syntax accepts a string representing a date and optional time. The format of
such contains one or more of the following fields, in any order:

month day, year hours:minutes:seconds
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For example, the following string:
"Friday 13, 1995 13:13:15"

specifies the date, Friday 13, 1995, and the time, one thirteen and 15 seconds PM, which,
expressed in 24 hour time, is 13:13 hours and 15 seconds. The time specification is
optional and if included, the seconds specification is optional .

The third and fourth syntaxes are self-explanatory. All parameters passed to them are
integers.

year If ayear isin the twentieth century, the 1900s, you need
only supply the final two digits. Otherwise four digits must
be supplied.

month A month is specified as a number from 0 to 11. January is
0, and December is 11.

day A day of the month is specified as anumber from 1 to 31.
Thefirst day of amonthis 1 and the last is 28, 29, 30, or
31.

hours An hour is specified as a number from 0 to 23. Midnight is
0, and 11 PM is 23.

minutes A minute is specified as a number from 0 to 59. Thefirst
minute of an hour is0, and the last is 59.

seconds A second is specified as a number from 0 to 59. The first
second of aminuteis 0, and the last is 59.

For example, the following line of code:
var aDate = new Date(1492, 9, 12)

creates a Date object containing the date, October 12, 1492.

Thefollowing is abrief description of the methods of the Date object. Instance methods
are shown with aperiod, ".", at their beginnings. A specific instance of avariable should
be put in front of the period to call a method.

For example, the Date object aDate was created above, and, to call the .getDate() method,
the call would be: aDate.getDate(). Static methods have "Date." at their beginnings, since
these methods are called with aliteral call, such as Date.parse(). These methods are part
of the Date object itself instead of instances of the Date object.

Instance Date methods

.getDate()
This method returns the day of the month, as a number from 1 to 31, of a Date object.
Thefirst day of amonth is 1, and thelast is 28, 29, 30, or 31.

.getDay()
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This method returns the day of the week, as anumber from 0 to 6, of a Date object.
Sunday is 0, and Saturday is 6.

.getFullYear()
This method returns the year, as a number with four digits, of a Date object.

.getHours()
This method returns the hour, as a number from 0 to 23, of a Date object. Midnight is 0,
and 11 PM is 23.

.getMilliseconds()
This method returns the millisecond, as a number from 0 to 999, of a Date abject. The
first millisecond in asecond is 0, and the last is 999.

.getMinutes()
This method returns the minute, as a number from 0 to 59, of a Date object. The first
minute of an hour is 0, and the last is 59.

.getMonth()
This method returns the month, as a number from 0 to 11, of a Date object. January is O,
and December is 11.

.getSeconds()
This method returns the second, as number from 0 to 59, of a Date object. The first
second of aminuteis 0, and the last is 59.

.getTime()
This method returns the milliseconds representation of a Date object, in the form of an

integer representing the number of seconds from midnight on January 1, 1970, GMT, to
the date and time specified by a Date object.

.getTimezoneOffset()
This method returns the difference, in minutes, between Greenwich Mean Time (GMT)
and local time.

.getUTCDate()
This method returns the UTC day of the month, as a number from 1 to 31, of a Date
object. Thefirst day of amonthis 1, and thelast is 28, 29, 30, or 31.

.getUTCDay()
This method returns the UTC day of the week, as a number from 0 to 6, of a Date object.
Sunday is 0, and Saturday is 6.

.getUTCFullYear()
This method returns the UTC year, as a number with four digits, of a Date object.

.getUTCHours()
This method returns the UTC hour, as a number from 0 to 23, of a Date object. Midnight
isO,and 11 PM is 23.

.getUTCMilliseconds()
This method returns the UTC millisecond, as a number from 0 to 999, of a Date object.
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Thefirst millisecond in a second is 0, and the last is 999.

.getUTCMinutes()
This method returns the UTC minute, as a number from 0 to 59, of a Date object. The
first minute of an hour is 0, and the last is 59.

.getUTCMonth()
This method returns the UTC month, as a number from 0 to 11, of a Date object. January
is 0, and December is 11.

.getUTCSeconds()
This method returns the UTC second, as number from 0 to 59, of a Date object. The first
second of aminuteis 0, and the last is 59.

.getYear()
This method returns the year, as a number with two digits, of a Date object.

.setDate(DayOfMonth)
This method sets the day, as a number from 1 to 31, of a Date abject to the parameter
DayOfMonth. Thefirst day of amonth is 1, and the last is 28, 29, 30, or 31.

.setFullYear(year[, month[, date]])

This method sets the year of a Date object to the parameter year. The parameter year is
expressed with four digits.

If the parameter month is passed, use data format for .setMonth().

If the parameter date is passed, use data format for .setDate().

.setHours(hour[, minute[, second][, millisecond]]])

This method sets the hour, as a number from 0 to 23, of a Date object to the parameter
hours. Midnight is0, and 11 PM is 23.

If the parameter minute is passed, use data format for .setMinutes().

If the parameter second is passed, use data format for .setSeconds().

If the parameter millisecond is passed, use data format for .setMilliseconds().

.setMilliseconds(millisecond)
This method sets the millisecond, as a number from 0 to 59, of a Date object to the
parameter millisecond. The first millisecond in asecond is 0, and the last is 999.

.setMinutes(minute[, second[, millisecond]])

This method sets the minute, as a number from 0 to 59, of a Date object to the parameter
minute. The first minute of an hour is 0, and the last is 59.

If the parameter second is passed, use data format for .setSeconds().

If the parameter millisecond is passed, use data format for .setMilliseconds().

.setMonth(month[, date])

This method sets the month, as a number from 0 to 11, of a Date object to the parameter
month. January is 0, and December is 11.

If the parameter date is passed, use data format for .setDate().

.setSeconds(second[, millisecond])
This method sets the second, as a number from 0 to 59, of a Date object to the parameter
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second. The first second of aminute is 0, and the last is 59.
If the parameter millisecond is passed, use data format for .setMilliseconds().

.setTime(milliseconds)

This method sets a Date object to the date and time specified by the parameter
milliseconds which is the number of milliseconds from midnight on January 1, 1970,
GMT.

.setUTCDate(DayOfMonth)
This method sets the UTC day, as a number from 1 to 31, of a Date object to the
parameter DayOfMonth. The first day of amonth is 1, and the last is 28, 29, 30, or 31.

.setUTCFullYear(year[, month[, date]])

This method sets the UTC year of a Date object to the parameter year. The parameter
year is expressed with four digits.

If the parameter month is passed, use data format for .setUTCMonth().

If the parameter date is passed, use dataformat for .setUTCDate().

.setUTCHours(hour[, minute[, second[, millisecond]]])
This method sets the UTC hour, as a number from 0 to 23, of a Date object to the
parameter hours. Midnight is0, and 11 PM is 23.

If the parameter minute is passed, use data format for .setUTCMinutes().

If the parameter second is passed, use data format for .setUTCSeconds().

If the parameter millisecond is passed, use data format for .setUTCMuilliseconds().

.setUTCMilliseconds(millisecond)
This method sets the UTC millisecond, as a number from 0 to 59, of a Date object to the
parameter millisecond. The first millisecond in a second is 0, and the last is 999.

.setUTCMinutes(minute[, second[, millisecond]])

This method sets the UTC minute, as a number from 0 to 59, of a Date object to the
parameter minute. The first minute of an hour is 0, and the last is 59.

If the parameter second is passed, use data format for .setUTCSeconds().

If the parameter millisecond is passed, use data format for .setUTCMuilliseconds().

.setUTCMonth(month[, date])

This method sets the UTC month, as a number from 0 to 11, of a Date object to the
parameter month. January is 0, and December is 11.

If the parameter date is passed, use data format for .setUTCDate().

.setUTCSeconds(second[, millisecond]])

This method sets the UTC second, as a number from 0 to 59, of a Date object to the
parameter second. The first second of aminuteis 0, and the last is 59.

If the parameter millisecond is passed, use data format for .setUTCMuilliseconds().

.setYear(year)

This method sets the year of a Date object to the parameter year. The parameter year may
be expressed with two digits for ayear in the twentieth century, the 1900s. Four digits are
necessary for any other century.
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toGMTString()

This method converts a Date object to a string, based on Greenwich Mean Time.

.toLocaleString()
This method returns a string representing the date and time of a Date object based on the
time zone of the user.

toSystem()

This method converts a Date object to a system time format which is the same as that
returned by the Clib.time() method. To create a Date object from avariable in system
time format, see the Date.fromSystem() method.

toUTCString()
This method returns a string that represents the UTC date in a convenient and
human-readable form.

Static Date methods
The Date object has three special methods that are called from the object itself, rather
than from an instance of it: Date.fromSystem(), Date.parse(), and Date.UTC().

Date.fromSystem(time)

This method converts the parameter time, which isin the same format as returned by the
Clib.time(), to a standard JavaScript Date object. To create a Date object from date
information obtained using Clib, use code similar to:

var SysDate = Clib.time();
var ObjDate = Date.fromSystem(SysDate);

To convert a Date object to system format that can be used by the methods of the Clib
object, use code similar to:

var SysDate = ObjDate.toSystem();

Date.parse(datestring)
This method converts the string datestring to a Date object. The string must bein the
following format:

Friday, October 31, 1998 15:30:00 -0500
Thisformat is used by the .toGMTString() method and by email and Internet
applications. The day of the week, time zone, time specification or seconds field may be
omitted.

var theDate = Date.parse(datestring);

is equivalent to:
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var theDate = new Date(datestring);

Date.UTC(year, month, day, [, hours [,minutes [,seconds]]])
This method interprets its parameters as a date and returns the number of milliseconds
from midnight, January 1, 1970, to the date and time specified. The parameters are
interpreted as referring to Greenwich Mean Time (GMT).

The Math Object

The Math object in ScriptEase has a full and powerful set of methods and properties for
mathematical operations. A programmer has arich set of mathematical tools for the task
of doing mathematical calculationsin a script.

Properties

Math.E
The number value for e, the base of natural logarithms. This valueis represented
internally as approximately 2.7182818284590452354.

Math.LN10
The number value for the natural logarithm of 10. Thisvalue is represented internally as
approximately 2.302585092994046.

Math.LN2
The number value for the natural logarithm of 2. Thisvaueis represented internally as
approximately 0.6931471805599453.

Math.LOG2E

The number value for the base 2 logarithm of e, the base of the natural logarithms. This
value is represented internally as approximately 1.4426950408889634. The value of
Math.L OG2E is approximately the reciprocal of the value of Math.LN2.

Math.LOG10E

The number value for the base 10 logarithm of e, the base of the natural logarithms. This
value is represented internally as approximately 0.4342944819032518. The value of
Math.L OG10E is approximately the reciprocal of the value of Math.LN10.

Math.PI
The number value for pi, the ratio of the circumference of acircleto its diameter. This
value is represented internally as approximately 3.14159265358979323846.

Math.SQRT1 2

The number value for the square root of 2, which is represented internally as
approximately 0.7071067811865476. The value of Math.SQRT1_2 is approximately the
reciprocal of the value of Math.SQRT2.

Math.SQRT?2
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The number value for the square root of 2, which isrepresented internally as
approximately 1.4142135623730951.

Methods

Math.abs(x)
Returns the absolute value of x. Returns NaN if x cannot be converted to a number.

Math.acos(x)
Returns the arc cosine of x. The return value is expressed in radians and ranges from 0 to
pi. Returns NaN if x cannot be converted to a number, is greater than 1, or isless than -1.

Math.asin(x)

Returns an implementation-dependent approximation of the arc sine of the argument. The
return value is expressed in radians and ranges from -pi/2 to +pi/2. Returns NaN if x
cannot be converted to a number, is greater than 1, or less than -1.

Math.atan(x)
Returns an implementation-dependent approximation of the arc tangent of the argument.
The return value is expressed in radians and ranges from -pi/2 to +pi/2.

Math.atan2(x, y)

Returns an implementation-dependent approximation to the arc tangent of the quotient,
y/x, of the argumentsy and X, where the signs of the arguments are used to determine the
quadrant of the result. It isintentional and traditional for the two-argument arc tangent
function that the argument named y be first and the argument named x be second. The
return value is expressed in radians and ranges from -pi to +pi.

Math.ceil(x)

Returns the smallest number that is not less than the argument and is equal to a
mathematical integer. If the argument is already an integer, the result is the argument
itself. Returns NaN if x cannot be converted to a number.

Math.cos(x)
Returns an implementation-dependent approximation of the cosine of the argument. The
argument is expressed in radians. Returns NaN if x cannot be converted to a number.

Math.exp(x)

Returns an implementation-dependent approximation of the exponential function of the
argument, that is, returns e raised to the power of the x, where e is the base of the natural
logarithms. Returns NaN if x cannot be converted to a number.

Math.floor(x)

Returns the greatest number value that is not greater than the argument and is equal to a
mathematical integer. If the argument is already an integer, the return value is the
argument itself.

Math.log(x)
Returns an implementation-dependent approximation of the natural logarithm of x.
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Math.max(x, y)
Returnsthe larger of x and y. Returns NaN if either argument cannot be converted to a
number.

Math.min(x, y)
Returns the smaller of x and y. Returns NaN if either argument cannot be converted to a
number.

Math.pow(x, y)
Returns the value of x to the power of y.

Math.random()
Returns a number which is positive and pseudo-random and which is greater than or
equal to 0 but less than 1. This method takes no arguments.

Math.round(x)

Returns the number value that is closest to the argument and is equal to a mathematical
integer. x isrounded up if its fractional part is equal to or greater than 0.5 and is rounded
down if lessthan 0.5.

Math.sin(x)
Returns the sine of x, expressed in radians. Returns NaN if x cannot be converted to a
number.

Math.sqrt(x)
Returns the square root of x. Returns NaN if x is a negative number or cannot be
converted to a number.

Math.tan(x)
Returns the tangent of x, expressed in radians. Returns NaN if x cannot be converted to a
number.

The String Hybrid

The String data type is a hybrid that shares characteristics of primitive data types,
Boolean and Number, and of composite data types, Object and Array. The String is
presented in this section under two main headings in which the first describesits
characteristics as a primitive data type and the second describes its characteristics as an
object.

The String as data type
A string is an ordered series of characters. The most common use for stringsisto
represent text. To indicate that text isastring, it is enclosed in quotation marks. For
example, the first statement below puts the string "hello" into the variable word. The
second sets the variable word to have the same value as a previous variable hello:

var word = "hello";
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word = hello;

Escape sequences for characters

Some characters, such as a quotation mark, have special meaning to the interpreter and
must be indicated with special character combinations when used in strings. This allows
the interpreter to distinguish between a quotation mark that is part of a string and a
guotation mark that indicates the end of the string.

The table below lists the characters indicated by escape sequences:

\a Audible bell

\b Backspace

\f Formfeed

\n Newline

\r Carriage return

\t Tab

\v Vertical tab

\ Single quote

\" Double quote

\\ Backslash character

O Octal number  (example: \033' is the escape character)
X Hex number (example: "\x1B' is the escape character)
\0 NULL character (example: \O' isthe NULL character)
Uttt Unicode number (example: \uOO1B' is the escape character)

Note that these escape sequences cannot be used within strings enclosed by back quotes,
which are explained below.

Single quote strings

Y ou can declare a string with single quotes instead of double quotes. Thereis no
difference between the two in JavaScript, except that double quote strings are used less
commonly by many scripters. In functions declared with the cfunction keyword, the
difference is more important. For more information, see the section on cfunction.

Back quote strings

ScriptEase provides the back quote "™, also known as the back-tick or grave accent, as an
alternative quote character to indicate that escape sequences are not to be trandlated. Any
special characters represented with a backslash followed by aletter, such as"\n", cannot
be used in back tick strings.

For example, the following lines show different ways to describe a single file name:

n\n

"c:\\autoexec.bat" // traditional C method
‘c:\\autoexec.bat' // traditional C method
‘c:\autoexec.bat' // aternative ScriptEase method
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Back quote strings are not supported in most versions of JavaScript. So if you are
planning to port your script to some other JavaScript interpreter, you should not use them.

Long Strings: Using + to concatenate or join strings
Y ou can use the + operator to concatenate strings. The following line:

var proverb ="A rolling stone " + "gathers no moss."

creates the variable proverb and assigns it the string "A rolling stone gathers no moss." If
you try to concatenate a string with a number, the number is converted to a string.

var newstring = 4 + "get it";

This bit of code creates newstring as a string variable and assigns it the string "4get it".
The use of the + operator is the standard way of creating long strings in JavaScript. In
ScriptEase, the + operator is optional. For example, the following:

var badJoke = "l was standing in front of an Italian "
"restaurant waiting to get in when thisguy "

"came up and asked me, \"Why did the "
"Italians lose thewar?A" | told him | had ™

"no idea. \"Because they ordered ziti"

"instead of shells\" he replied.”

creates along string containing the entire bad joke.

The String as object
Strings have both properties and methods which are listed in this section. These
properties and methods are discussed asiif strings were pure objects. Strings have
instance properties and methods and are shown with a period, ".", at their beginnings. A
specific instance of a variable should be put in front of a period to use a property or call a
method. The exception to this usage is a static method which actually uses the identifier
String, instead of a variable created as an instance of String. The following code fragment
shows how to access the .length property, as an example for calling a String property or
method:.

var TestStr = "123";
var TestLen = TestStr.length;

String properties
Jdength
The length of a string can be obtained by using the length property. For example:
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var string = "No, thank you.";
Screen.write(string.length);

displays the number 14, the number of charactersin the string.

String instance methods

.charAt()

This method returns a character at a certain placein astring. To get the first character in a
string, useindex 0, as follows:

var string = "astring";
string.charAt(0);

To get the last character in a string, use:
string.charAt(string.length - 1);

.charCodeAt(index)

This method returns a number representing the unicode value of the character at position
index of astring. Returns NaN if thereis no character at the position.
.indexOf(substring [, offset])

This method returns the index of the first appearance of a substring in a string. For
example:

var string = "what a string";
string.indexOf("a")

returns the position, which is 2 in this example, of the first "a" appearing in the string.
The method .indexOf() may take an optional second parameter which is an integer
indicating the index into a string where the method starts searching the string.

For example:

var magicWord = "abracadabra’;
var secondA = magicWord.indexOf("a", 1);

returns 3, the index of the first "a" to be found in the string when starting from the second
letter of the string. Since the index of the first character is 0, the index of second
character is 1.

JlastindexOf(substring [, offset])

This method is similar to .indexOf(), except that it finds the last occurrence of a character
inastring instead of the first.

.split([substring])

This method splits a string into an Array of strings based on the delimiters in the
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parameter substring. The parameter substring is optional and if supplied, determines
where the string is split. If no delimiters are specified, the method returns an Array with
one element which isthe original string.

For example, to create an Array of al of the wordsin a sentence, use code similar to the
following fragment:

var sentence =" am not a crook";
var wordArray = sentence.split(* ");

.substring()
This method retrieves a section of a string. For example, to get the first ten charactersin
string, use something like the following code fragment:

var gtring = "a string with many words in it";
var substring = string.substring(0, 10);

.toLowerCase()

.toUpperCase()

These two methods change the case of a string. .tol owerCase() returns a copy of a string
with all of the letters changed to lower case. .toUpperCase() returns a copy of a string
with all of the letters changed to upper case.

String static methods

String.fromCharCode(charl, char2...)

This method returns a string created from the character codes that are passed to it as
parameters. Theidentifier String is used with this static method, instead of avariable
name as with instance methods. The arguments passed to this method are assumed to be
unicode characters. The following line:

var string = String.fromCharCode(0x0041,0x0042)

set the variable string to be "AB".
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Using the Integrated Debugger

ScriptEase comes with a source debugger that provides a complete Integrated Debugging
Environment, which means you can edit a script while you are debugging it.

_iScriptEase Debugger - T jse
File Edit View Search Debug Window Help

DSlE omlel &(2] ele] sz 2]:] B8] w@m|

//#option DefaultcBehavior

var v;
var arr = Array(l, false, 3, "four”);

v=re
wlb(typeet v, v);

i < Bl
Ready Line 1, Col 1 | y

The debugger is a Windows application with a standard Multiple Document Interface
(MDI) like many other applications. The image above has four windows showing: the
script, Watches, Locals, and the Globals window. The specifics about windows are
explained later. The script window is explained in the section about the File menu
options, and the other three in the section about the window menu options. For now, just
understand that the tiled arrangement shown above is just one out of many waysto
display windows in the debugger. Y ou may have multiple script window or only one.

Y ou may have only one window showing or any combination of windows. Like any MDI
application, you may maximize, minimize, tile, and cascade windows. In short, the user
interface of the ScriptEase debugger is a standard windows interface.

ScriptEase debuggers are available only for Windows operating environments. There
are debuggers for Windows 95/98, Windows NT, and Windows 3.x.

Using the ScriptEase Debugger

The ScriptEase debugger is a source code debugger, which means that you may debug
programs while watching the execution of a program line by linein the origina source
code. You may set breakpoaints, trace lines of code as they execute, step into and over
functions, watch variables that you choose, keep up with global and local variables, and
other powerful options that you expect in a good source code debugger.
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The main window of the ScriptEase debugger consists of the following components,
listed in top to bottom order.

Components of main MDI window

Menu bar

All commands in the ScriptEase debugger may be accessed through menus. The menu
bar is described completely in the following section, "Main menu bar."

Tool bar

The toolbar has buttons for the common and useful debugger commands. Instead of
clicking menus, you may click a button on the toolbar as a shortcut. The commands that
are available on the toolbar are exactly the same as the corresponding commandsin
menus. In the section, "Main menu bar," commands that are available on the toolbar are
indicated by the notation: "In toolbar."

Document window

The document window is a standard Windows Multiple Document Interface (MDI)
window. Y ou may open four kinds of windows within the document window: Source,
Watches, Locals, and Globals.

Status bar

The status bar at the bottom of the window provides useful information concerning the
currently active window. The current cursor position in a script window is displayed as
line and column numbers. The status of the Caps, Num, and Scroll lock keysis displayed.
When the mouse cursor is over menu and toolbar items, help or hint information displays
in the status bar. The general state of the IDE is also displayed, such as "Ready" or
"Program Terminated."
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MDI windows

Source

Source windows may be called script windows since they display the source code of a
script file. These script windows are actually text editing windows in which scripts may
be viewed, edited, or used for source line debugging.

When used for editing, the editor is capable of writing an entire script, but the editing
features of a script window are basic and adequate for simple scripts. Normally, you will
use amore powerful editor for most writing and editing of sophisticated scripts, an editor
such as the ScriptEase Editor that accompanies ScriptEase products. The ScriptEase
Editor has features that allow you to coordinate your work effectively with the ScriptEase
debugger. Currently, when you change text in a script while it is still loaded in a script
window in the debugger, you must manually reload the file in the debugger. However,
when you make changes in a script while in a script window, the ScriptEase Editor can
automatically detect the changes and reload the file. Thus, for most editing of scripts use
the ScriptEase Editor for major writing and script windows in the debugger for minor
changes while debugging a script.

The current position in a source fileis indicated by a special marker, icon, that can be
chosen from severa options. In addition, breakpoints may be set in a script window.
Breakpoints display as small red hexagons at the beginning of the lines of scriptsto

which they apply.

Y ou may open multiple script windows at the same time. Remember, that various
debugging commands apply to the currently active script window. For example, a
command such as "Debug | Run in Debugger" runs the script in the currently active
source window, not any other scripts that might be open in source windows.

Source windows have gray backgrounds when in debugging, as opposed to editing,
mode. Y ou may not edit scripts while in debugging mode. When script windows have
gray backgrounds, remember that you may only use debugging commands, such as
"Debug | Step Into.”

Globals

The Globals window displays all global variables that are available to the point in a
script. The source marker indicatesin a script where execution is currently occurring. The
information for each variable displayed is the variable name, type, and value.
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Locals

The Locals window displays all local variables that are available at the point in a script
where execution is occurring. The source marker indicates in a script where execution is
currently occurring. The variablesin alocal window constantly change as functions that
have local variables are entered and debugged. The information for each variable
displayed is the variable name, type, and value.

Watches

The Watches window is a place where you can view variables and expressions that you
want to see. Y ou may put plain variables here, and when they are active, these variables
will show as in other windows. In addition you may set variables to be watched and used
as breakpoints. Y ou may set execution to break if a variable changes or is equal to true or
false. But the watch window may be used with more than just variables, it may be used
with expressions. For example,

the following code:
var arr = Array(false, 1, 2, 3, "four");

creates an array with four elements. In the Locals and Globals windows, thearray arr is
shown as type object with no value shown.

Y ou might want to keep up with one or more elementsin the array. To keep up with the
second element inthe array ar r, set awatch for arr [ 1] and it will appear asan
expression to be watched with its format type and value, which in this caseis 1. Perhaps
you want to keep up with the addition or concatenation of the fourth and fifth elements. If
so, set awatchorarr[3] + arr[4],whichinthiscasewould display avalue of
"four3".

In fact, the watch window is designed to watch expressions rather than variables. When a
variable by itself is watched, the debugger simply considersit to be an expression. Notice
that the second column in the watch window provides format information instead of the
type of avariable.
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Setting watches
The Watch dialog, Figure 2, is the main window used to set watch information.

Add Expressian Farmat String

Remowe | ‘

Break when Expression...

Bermove Al | ’75“ [MoBreak]  Changes © True © False
Expression | Break Farmat String
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Caontline Mo Break %5

Contyword Mo Break g

Wark funchame Mo Break %5

Contfunchame Mo Break g

Alpha.index Mo Break Zd

Exit |

Add

The Add button adds the current expression, in the Expression edit box, to the list of
expressions to be watched in the Watches window.

Remove

The Remove button removes the expression which is currently highlighted in the list of
expressions to be watched.

Remove All
The Remove All button removes all expressions to be watched.
Expression

The Expression edit box allows entry of expressions and variables to be watched in the
Watches window.
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Format String
The Format String edit box allows some control over the format of expression, that is,
how an expression value will appear.

Break when Expression

The four options in this group allow watches to serve as conditional breakpoints. To
simply watch an expression or variable, set [No Break], which is the default. Set Changes
if you want program execution to pause when the expression or variable changes value.
Set True or Falseif you want program execution to pause when an expression becomes
true or false. You may use "Debug | Change Variables..." to set avariable to a different
value and watch execution with the changed variable.

Setting breakpoints
The Breakpoint dialog, Figure 3, is the main window used to set breakpoints.

[Gine 8 C\CYSEPRGLT JSE

Add
The Add button adds a breakpoint at the line specified, in the Line Number edit box, to
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the script specified in the File Name edit box. Of course, the script itself is not altered
since scripts are plain text files. Breakpoints are retained as settings within the ScriptEase
debugger.

Remove

The Remove button removes the breakpoint which is currently highlighted in the
Breakpoints list box.

File Name

The File Name edit box indicates which script is presently being used for add and remove
operations

Line Number

The Line Number edit box indicates which line in a script is affected by add and remove
operations

Breakpoints

The Breakpoints list box shows all breakpoints currently active in a script.

Main menu bar

The main menu bar consists of the seven menus across the top of the windows just below
thetitle of bar. The seven menus are; File, Edit, View, Search, Debug, Window, and
Help. Some menu commands may be accessed from the toolbar or by shortcut keys, and
those that can are indicated by the notations: "In toolbar" and a keystroke description.

File menu

Thefile menu has options for starting, opening, closing, saving, and printing script files.
Plus, an exit option to exit the debugger. All of the commands concerning files operate on
script or source files. These files are opened in the integrated editor which allows the use
of all debugging options in the integrated debugger. The editor is also a standard editor
that can be used to do plain text editing in any text file, such as one created by Notepad.

The editor can be used to write complete scripts. Normally, however, scripters use their
favored editors to write and edit most scripts and use the integrated editor while
debugging a script.
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New In toolbar and Ctrl+N

Start anew script or source file. The fileis opened in the editor which isintegrated with
all debugging features.

Open... In toolbar and Ctrl+O
Open dialog to open a script file.

Close Ctrl+wW

Close the currently active script file.

Save In toolbar and Ctrl+S

Save the currently active script file.

Save As...

Save the currently active script file to a new filename. The title of the currently active
script will change to the new filename. Immediately after a script is saved to a new
filename, the script will exist in two separate files with the old and new filenames. But,
the new filename will be the active script. To edit the previous file, it must be opened

again.

Print... In toolbar and Ctrl+P

Print the currently active script file using straightforward print settings. The print dialog
that opensis a standard Windows print dialog.

Print Preview

Preview how the printed script file will look before actually printing the file. When
previewing a page, there are various options to page through the pre-printed document,
examine pages one or two at atime, zoom in and out, print the document, or close the
preview window without printing.

Print Setup...

Change printer settings. These settings are for the printer and are not a page setup. The
print setup dialog that opensis a standard Windows print dialog.

(Recent files list)
List up to four of the most recent script files that have been opened in the editor.

Exit

Exit the entire ScriptEase debugger program. Some settings, such as the size and location
of open windows is saved. Thus, when the ScriptEase debugger is started again, it is
easier to restore various windows to their previous state.

Edit menu
Undo Ctrl+z
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Undo the last editor operation in the script window.

Cut In toolbar and Ctrl+X
Cut selected text from the script window.

Copy In toolbar and Ctrl+C
Copy selected text from the script window.
Paste In toolbar and Ctrl+V

Paste text at the insertion point, where the cursor is, or into the selection in the script
window.

Options

Font...

Display adialog to set the style, size, and color of the font used in the debugger windows.
Tabs...

Set how many spaces should be used when displaying atab character in the debugger
windows.

Trace On

When a script is run using the Debug | Run in Debugger menu item, the active script runs
until it encounters a breakpoint or the script ends. If the Edit | Options | Trace On option
is checked, then when a script is run in the debugger, the lines executed are traced. The
source marker visibly moves from source line to source line as the script is run. The
effect is similar to choosing the Debug | Step Into and Step Over menu items. The
differenceisthat with Trace On checked, the stepping is done automatically.

Trace Speed

When the Trace On menu item is checked, the Trace Speed options determine how fast
the trace operation executes each line of a script. The options are; Fast, Normal, Slow,
and Slowest.

Trace over

When the Trace On menu item is checked, the Trace Over menu item determinesif the
tracing steps over functionsthat are called or stepsinto them. When Trace Over is
checked, the tracer steps over functions, and when it is not checked, the tracer steps into
functions.

Source Mark

When debugging a script, the current position in a script is visibly marked by an icon or
graphic. The Source Mark option allows a choice of the appearance of the marker.
Default Interpreter...

The default interpreter is the ScriptEase executable that the debugger uses when
executing a script. In Win32, the two valid programs are SEwin32.exe and SEcon32.exe.
There are differences between a windowed application and a console application. You
may want to set the default interpreter to be the same interpreter that you will use to
execute a script.
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View menu
Toolbar
View the push button toolbar, just below the menu bar, if checked.

Status Bar

View the status bar at the bottom of the debugger window. The status bar displays
various helpful messages and the position of the cursor or insertion point in the editor in
terms of line and column.

Search menu

Find... Ctrl+F
Find text in the script window using a find dialog.
Replace... Ctrl+R

Find text in the script window and replace it with other text using a find and replace
dialog.
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Debug menu

Start Debug Session

Start executing the active script in a debug session. The source marker is positioned at the
first executable line in the script awaiting further commands.

Restart

Restart a debugging session. The source marker is positioned at the first executable line
in the script awaiting further commands.

Run in Debugger In toolbar and F5

Run the current script in the debugger. The source mark appears. The script executes until
abreak point is reached or the script is finished.

Go Ctrl+F5
Execute the current script as a program, that is, not in the debugger.
Stop In toolbar

Stop the execution of a script that is running in the debugger. The script may be actively
executing or paused at a source line or breakpoint.

Step Into In toolbar and F9

Steps into any user defined functions in the current source line and begins displaying
source lines in the function as they are executed. Does not step into built in functions. If a
script has not begun execution in the debugger, then the first line of executable codeis
executed.

Step Over In toolbar and F10

Steps over any user defined functionsin the current source line and simply executes the
line and pauses at the next line in the current script. If a script has not begun execution in
the debugger, then the first line of executable code is executed.

Step to Cursor In toolbar and F11

Executes al lines of executable codetill reaching the line where the cursor islocated. In
effect, the cursor behaves like atemporary breakpoint.

Step Out In toolbar and F12

Executes lines of code in the current function until the function is finished.

Parameters...

Opens adiaog box to set command line parameters to be sent to ascript wheniitis
executed in the debugger. The parameters are handled by a script in the same way as they
are when part of acommand line.

Breakpoint
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Toggle current In toolbar and F8

Toggle the breakpoint at the current line, off or on.

Add/Remove...

Opens adialog box to add or remove breakpoints on any line in the current script.
Remove all In toolbar

Removes all breakpoints in the current script.

Watch
Add/Remove... In toolbar

Opens adiaog box for adding variables and expressions to the watch window or
removing them.

Remove all In toolbar
Remove al watches from the current script and debugging session.

Change Variables
The menu item allows a variable to be changed while a script is executing.

Window menu

Cascade

Display the open windows in the debugger in a cascaded fashion.

Tile

Tile open windows horizontally. If two or three windows are open, they are all tiled
horizontally extending the entire width of the main debugger window. If four or more
windows are open, then two columns of windows are begun, and al windows are tiled
horizontally in the two columns. For example, if a script window, the global, the local,
and the watch window are opened, the resulting window is quartered. Each window will

bein the four corners of the main window. The screen shot, Figure 1, at the beginning of
this section is an example of four tiled windows.

Arrange Icons

Asinal MDI applications, open windows may be minimized inside the main window.
The Arrange | cons menu item arranges these minimized icons at the bottom of the main
debugger window.

Global... Ctrl+Shft+G
Open the Globals window to view global variables while debugging a script.

Local... Ctrl+Shft+L
Open the Locals window to view local variables while debugging a script.

Watch... Ctrl+Shft+W
Open the Watches window to view variables and expressions that have been defined by a
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user.

(Open windows list)
A list of the currently open windows in the debugger.

Help menu

Help Topics... F1
Display ahelp file for the debugger.

About ScriptEase Debugger... In toolbar
Displays program information, version number, and copyright notice for the debugger.
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